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Preface

This book explores the JavaScript library, D3.js, and its ability to help us create maps and amazing visualizations. You will no longer be confined to third-party tools in order to get a nice looking map. With D3.js, you can build your own maps and customize them as you please. This book will go from the basics of SVG and JavaScript to data trimming and modification with TopoJSON. Using D3.js to glue together these three key ingredients, we will create very attractive maps that will cover many common use cases for maps, such as choropleths, data overlays on maps, and interactivity.

What this book covers

Chapter 1, Gather Your Cartographer’s Toolbox, covers the tools you need to install to build maps effectively with D3. We will cover the instructions to add NodeJS, npm, and TopoJSON to your system. This is needed in order to quickly bootstrap a local web server and to have the ability to manipulate map data.

Chapter 2, Creating Images from Simple Text, describes the basics of creating multiple shapes and designs with Scalable Vector Graphics (SVG).

Chapter 3, Producing Graphics from Data – the Foundations of D3, will deep dive into the main library of this book, D3.js. Concepts such as enter, update, and exit will be explained in detail with the use of some clever experiments and examples.

Chapter 4, Creating a Map, takes you through every step required to build a map with D3. Asynchronous loading of data, bounding box and projection creation, and TopoJSON element modification and data binding will be the bread and butter of this chapter.
Chapter 5, *Click-click Boom! Applying Interactivity to Your Map*, covers hover, panning, zooming, and their equivalent in touch events. Also, we'll dive into some nifty 3D projections, and *a la par*, we will learn transitions via experimentation.

Chapter 6, *Finding and Working with Geographic Data*, will take you through the process of acquiring data and optimizing it to your needs. This chapter covers one of the most important aspects of map visualization in detail via the use of TopoJSON.

Chapter 7, *Testing*, explains how to structure your codebase in order to have reusable chart components that are easily unit tested and primed for reuse in future projects.

**What you need for this book**
The following are the requirements for this book; these work on OS X, Windows, and Linux:

- A D3.js library v3.4.12
- NodeJS v0.10.32

**Who this book is for**
This book is carefully designed to allow the reader to jump between chapters based on what they are planning to get out of the book. Here is a brief guide to help you navigate the book:

- In all cases, briefly read *Chapter 1, Gather Your Cartographer's Toolbox*, as it will provide a baseline on how your system is set up to easily follow the rest of the examples.
- If you are new to SVG and D3, then read *Chapter 2, Creating Images from Simple Text*, and *Chapter 3, Producing Graphics from Data – the Foundations of D3*. *Chapter 3, Producing Graphics from Data – the Foundations of D3*, also provides a refresher to the enter, update, and exit pattern for those who have experience in D3.
- If you are comfortable with all these basics and ready to jump into map creation immediately, then you can proceed directly to *Chapter 4, Creating a Map*, and *Chapter 5, Click-click Boom! Applying Interactivity to Your Map*. The examples should be easy to follow and help you get bootstrapped with map making quickly.
• Once you are comfortable with map making, then *Chapter 6, Finding and Working with Geographic Data*, will help you further your craft by providing tools to help you work with the data.

• If you are interested in testing D3 visualizations (not just maps), then read *Chapter 7, Testing*. It does not assume any prior map-making knowledge and can be read independently of chapters 4, 5, and 6.

Every chapter is full of pragmatic examples that can easily provide the foundation to more complex work. We have explained, step by step, how each example works. That said, we also firmly believe in "learning by doing". As you work through the examples, continue to experiment with the sample code provided. Change the data. Change the scaling functions and colors. See how the map reacts and play with D3. Most importantly, have fun!

**Conventions**

In this book, you will find a number of styles of text that distinguish between different kinds of information. Here are some examples of these styles, and an explanation of their meaning.

Code words in text, database table names, folder names, filenames, file extensions, pathnames, dummy URLs, user input, and Twitter handles are shown as follows:

"Then open your web browser to http://localhost:8080."

A block of code is set as follows:

```xml
<?xml version="1.0"?>
<svg width="200" height="200">
  <circle cx="60" cy="60" r="50"/>
  <circle cx="5" cy="5" r="10"/>
  <circle cx="25" cy="35" r="45"/>
  <circle cx="180" cy="180" r="10"/>
  <circle cx="80" cy="130" r="40"/>
  <circle cx="100" cy="50" r="5"/>
  <circle cx="2" cy="2" r="7"/>
  <circle cx="77" cy="77" r="17"/>
  <circle cx="100" cy="100" r="40"/>
  <circle cx="146" cy="109" r="22"/>
</svg>
```

Any command-line input or output is written as follows:

```bash
npm install -g http-server
```

[3]
New terms and important words are shown in bold. Words that you see on the screen, in menus or dialog boxes for example, appear in the text like this: "Click on the INSTALL button."

Warnings or important notes appear in a box like this.

Tips and tricks appear like this.

Reader feedback
Feedback from our readers is always welcome. Let us know what you think about this book—what you liked or disliked. Reader feedback is important for us as it helps us develop titles that you will really get the most out of.

To send us general feedback, simply e-mail feedback@packtpub.com, and mention the book’s title in the subject of your message.

If there is a topic that you have expertise in and you are interested in either writing or contributing to a book, see our author guide at www.packtpub.com/authors.

Customer support
Now that you are the proud owner of a Packt book, we have a number of things to help you to get the most from your purchase.

Downloading the example code
You can download the example code files from your account at http://www.packtpub.com for all the Packt Publishing books you have purchased. If you purchased this book elsewhere, you can visit http://www.packtpub.com/support and register to have the files e-mailed directly to you.
Errata

Although we have taken every care to ensure the accuracy of our content, mistakes do happen. If you find a mistake in one of our books—maybe a mistake in the text or the code—we would be grateful if you could report this to us. By doing so, you can save other readers from frustration and help us improve subsequent versions of this book. If you find any errata, please report them by visiting http://www.packtpub.com/submit-errata, selecting your book, clicking on the Errata Submission Form link, and entering the details of your errata. Once your errata are verified, your submission will be accepted and the errata will be uploaded to our website or added to any list of existing errata under the Errata section of that title.

To view the previously submitted errata, go to https://www.packtpub.com/books/content/support and enter the name of the book in the search field. The required information will appear under the Errata section.

Piracy

Piracy of copyrighted material on the Internet is an ongoing problem across all media. At Packt, we take the protection of our copyright and licenses very seriously. If you come across any illegal copies of our works in any form on the Internet, please provide us with the location address or website name immediately so that we can pursue a remedy.

Please contact us at copyright@packtpub.com with a link to the suspected pirated material.

We appreciate your help in protecting our authors and our ability to bring you valuable content.

Questions

If you have a problem with any aspect of this book, you can contact us at questions@packtpub.com, and we will do our best to address the problem.
Welcome to the world of cartography with D3. In this chapter, you will be given all the tools you need to create a map using D3. These tools exist freely and openly, thanks to the wonderful world of open source. Given that we are going to be speaking in terms of the Web, our languages will be HTML, CSS, and JavaScript. After reading this book, you will be able to use all three languages effectively in order to create maps on your own.

When creating maps in D3, your toolbox is extraordinarily light. The goal is to focus on creating data visualizations and remove the burden of heavy IDEs and map-making software. The building blocks are as follows:

- **Quick bootstrap**: We will cover installing Node.js, npm, and a lightweight server.
- **TopoJSON**: We will see the working of this tool that is used to manage and optimize geographic information.
- **Web browser as a development tool**: We will learn how to use a modern web browser, capable of rendering SVG files with built-in development tools. Some examples of common web browsers are Chrome, Firefox, Safari, and IE 9+.

  All screenshots and commands in this book have been done using Chrome. Therefore, we strongly recommend you to use this browser.

- **Installing sample code**: We will take the first steps in getting to grips with coding.
- **Working with developer tools**: We will get familiar with developer tools.
Quick bootstrap

If you're already familiar with working in D3 or web development, go ahead and set up your workstation based on the following commands by jumping directly to the Step-by-step bootstrap section.

A detailed explanation of this chapter's concepts will be covered if further instructions are needed. By the end of the chapter, you should feel comfortable in using the Quick bootstrap section as a convention throughout the book. The following instructions assume that Node.js and npm are already installed on your system.

Type in the following in the command line:

```
# Install a light webserver
npm install -g http-server

# Install topojson
npm install -g topojson

# Clone the sample code with included libraries
git clone --depth=1 git@github.com:climboid/d3jsMaps.git

# start the project
cd d3jsMaps
http-server
```

Now, open your web browser to http://localhost:8080/chapter-1/example-1.html, and you should see the following map:
Step-by-step bootstrap

The next section covers detailed instructions to set up your development environment to rapidly create visualizations in later chapters. By the end of the chapter, you will have a working environment for the rest of the book (an example of a map running and an initial look at tools used to create visualizations).

A lightweight web server

Technically, most of the content we will craft can render directly in the browser without the use of a web server. However, we highly recommend you not to go ahead with this approach. Running a web server in your local development environment is extremely easy and provides several benefits:

- Geographic information, statistical data, and visualization code can be clearly separated into isolated files
- API calls can be stubbed and simulated, allowing easy integration into a full-stack application in the future
- It will prevent common mistakes when making AJAX calls to fetch geographic and statistical data (for example, the same-origin policy)
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For our choice of the web server and other tools in our toolbox, we will rely on a Node.js package named http-server. Node.js is a platform built on Chrome’s JavaScript runtime, which is used to build fast, scalable network applications. The platform includes Node Package Manager (npm), which was created by other members of the vibrant Node.js community and allows the developer to quickly install packages of prebuilt software.

To install Node.js, simply perform the following steps:

2. Click on the INSTALL button.
3. Open the downloaded package and follow the defaults.

To test the installation, type in the following in the command line:

```
node –v
```

v0.10.26 # or something similar should return

Now that Node.js and npm are installed, we can proceed to install the web server. When the web server is installed globally with the –g command, it becomes easily accessible throughout the system.

Once on the command line, enter the following:

```
npm install -g http-server
```

You can quickly verify the package was installed by typing the following:

```
http-server
```

Then open your web browser to http://localhost:8080. The browser should display a list of all the files in the directory from where you initiated the command.

Optimizing geographic data files with TopoJSON

The topojson is a command-line utility used to create files in the TopoJSON-serialized format. The TopoJSON format will be discussed in detail in Chapter 6, Finding and Working with Geographic Data. The topojson utility is also installed via npm.

Note that we will use the syntax TopoJSON to refer to the JSON format and topojson to indicate the command-line utility.
We already have installed Node.JS and npm, so enter the following on the command line:

```
npm install -g topojson
```

Once the installation is complete, you should check the version of topojson installed on your machine just as we did with Node.js:

```
topojson -version
```

If you see Version 1.x, it means you have successfully installed topojson.

topojson uses node-gyp that has several dependencies based on the operating system. Please go to http://github.com/TooTallNate/node-gyp for details.

If you're using Windows, the basic steps are as follows:

- Install Python 2.x (3.x not supported at the time of writing this book)
- Install Microsoft Visual Studio C++ 2012 for Desktop (Express)

### Using the web browser as a development tool

Although any modern browser supports SVG and has some kind of console, we strongly recommend you to use Google Chrome for these examples. It comes bundled with developer tools that will allow you to very easily open, explore, and modify the code. If you are not using Google Chrome, please go to http://www.google.com/chrome and install Google Chrome.

### Installing the sample code

Go to https://github.com/climboid/d3jsMaps and either clone the repo, if you are familiar with Git cloning, or simply download the zipped version. Once it is downloaded, make sure to extract the file if you have it zipped.

Use the command prompt or terminal to go to the directory where you downloaded your file. For instance, if you downloaded the file to your desktop, type in the following:

```
cd ~/Desktop/d3jsMaps
http-server
```
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The last command will launch the simple server we installed previously for the supplied sample code. This means that, if you open your browser and go to http://localhost:8080/chapter-1/example-1.html, you should see a map of Europe, similar to the one shown earlier.

Working with the developer tools

It’s time to open the developer tools. On the top-right corner of the browser, you will see the icon as shown in the following screenshot:

This icon opens a submenu. Click on Tools. Then click on Developer tools. A panel will open at the bottom of the browser, containing all the developer tools at your disposal.

The option names mentioned here might differ according to the version of Chrome you are using.
For quick access to developer tools on the Mac, use `alt + command + I`; for Windows PCs, use `Ctrl + Shift + I`.

Within developer tools, you have a series of tabs (`Elements`, `Network`, `Sources`, and so on). These tools are extremely valuable and will allow you to inspect different aspects of your code. For more information on the Chrome developer tools, please go to the link https://developer.chrome.com/devtools/docs/authoring-development-workflow.

Since we are going to focus on the `Elements` tab, click on it if it is not already selected.

You should see something similar to the preceding screenshot; it will have the following code statement:

```html
<svg width="812" height="584">
```
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If you click on the SVG item, you should see it expand and display the path tag. The path tag will have several numbers and characters tied to a `d` attribute. These numbers are control points that draw the path. We will cover how the path is drawn in the next chapter and how path tags are used to create maps in Chapter 4, Creating a Map and Chapter 5, Click-click Boom! Applying Interactivity to Your Map.

We also want to draw your attention to how the HTML5 application loads the D3 library. Again in the Elements tag, after the SVG tag, you should see the `script` tag pointing to D3.js and topojson:

```html
<script src="http://d3js.org/d3.v3.min.js" charset="utf-8">
</script>
<script src="http://d3js.org/topojson.v1.min.js"></script>
```

If you click on the path located inside the SVG tag, you will see a new panel called the CSS inspector or the styles inspector. It shows and controls all the styles that are applied to a selected element—in this case the path element.

These three components create a D3 visualization:

- HTML5 (the SVG and path elements)
- JavaScript (the D3.js library and map code)
- CSS (the styling of the HTML5 elements)

Creating maps and visualizations using these three components will be discussed and analyzed throughout the book.

**Summary**

This chapter reveals a quick glimpse of the steps for basic setup in order to have a well-organized code base to create maps with D3. You should become familiar with this setup because we will be using this convention throughout the book.

The remaining chapters will focus on creating detailed maps and achieving realistic visualizations through HTML, JavaScript, and CSS.

Let's jump right in!
Creating Images from Simple Text

In this chapter, a high-level overview of Scalable Vector Graphics (SVG) will be presented by explaining how it operates and what elements it encompasses. In a browser context, SVG is very similar to HTML and is one of the means by which D3 expresses its power. Understanding the nodes and attributes of SVG will empower us to create many kinds of visualizations, not just maps. This chapter includes the following points:

- A general SVG overview and key elements
- The SVG coordinate system
- The primary elements of SVG (lines, rectangles, circles, polygons, and paths)

**Introduction – general knowledge**

SVG, an XML markup language, is designed to describe two-dimensional vector graphics. The SVG markup language resides in the DOM as a node that describes exactly how to draw a shape (a curve, line, circle, and polygon). Just like HTML, SVG tags can also be styled from standard CSS. Note that, because all commands reside in the DOM, the more shapes you have, the more nodes you have and the more work for the browser. This is important to remember because, as SVG visualizations become more complex, the less fluidly they will perform.

The main SVG node is declared as follows:

```html
<svg width="200" height="200"></svg>
```
This node's basic properties are width and height; they provide the primary container for the other nodes that make up a visualization. For example, if you wanted to create ten sequential circles in a 200 x 200 box, the tags would look like this:

```xml
<?xml version="1.0"?>
<svg width="200" height="200">
  <circle cx="60" cy="60" r="50"/>
  <circle cx="5" cy="5" r="10"/>
  <circle cx="25" cy="35" r="45"/>
  <circle cx="180" cy="180" r="10"/>
  <circle cx="80" cy="130" r="40"/>
  <circle cx="50" cy="50" r="5"/>
  <circle cx="2" cy="2" r="7"/>
  <circle cx="77" cy="77" r="17"/>
  <circle cx="100" cy="100" r="40"/>
  <circle cx="146" cy="109" r="22"/>
</svg>
```

Note that 10 circles would need 10 nodes in the DOM, plus its container.

SVG contains several primitives that allow the developer to draw shapes quickly. We will cover the following primitives throughout this chapter:

- **circle**: A standard circle with a defined radius and position attributes
- **rect**: A standard rectangle with height, width, and position attributes
- **polygon**: Any polygon, described by a list of points
- **line**: A line with start and end points
- **path**: A complex line created through a series of drawing commands

### Positioning elements

What about position? Where do these primitives draw inside the SVG element? What if you wanted to put a circle on the top left and another one on the bottom right? Where do you start?
SVG is positioned by a grid system, similar to the Cartesian coordinate system. However, in SVG (0,0) is the top-left corner. The x axis proceeds horizontally from left to right starting at 0. The y axis also starts at 0 and extends downward. See the following illustration:

![SVG Coordinate System](image)

What about drawing shapes on top of each other? How do you control the z index? In SVG, there is no z coordinate. Depth is determined by the order in which the shape is drawn. If you were to draw a circle with coordinates (10,10) and then another one with coordinates (10,10), you would see the second circle drawn on top of the first.

The following sections will cover the basic SVG primitives for drawing shapes and some of their most common attributes.

**Line**

The SVG line is one of the simplest in the library. It draws a straight line from one point to another. The syntax is very straightforward and can be experimented with at http://localhost:8080/chapter-2/line.html, assuming the http-server is running:

```html
<line x1="10" y1="10" x2="100" y2="100" stroke-width="1" stroke="red"/>
```

This will give you the following output:
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A description of the element's attributes is as follows:

- $x_1$ and $y_1$: The starting $x$ and $y$ coordinates
- $x_2$ and $y_2$: The ending $x$ and $y$ coordinates
- stroke: This gives the line a red color
- stroke-width: This denotes in pixels the width of the line to be drawn

The line tag also has the ability to change the style of the end of the line. For example, adding the following would change the image so it has round endings:

    stroke-linecap: round;

As stated earlier, all SVG tags can also be styled with CSS elements. An alternative way of producing the same graphic would be to first create a CSS style, as shown in the following code:

    line {
        stroke: red;
        stroke-linecap: round;
        stroke-width: 5;
    }

Then you can create a very simple SVG tag using the following code:

    <line x1="10" y1="10" x2="100" y2="100"></line>

More complex lines, as well as curves, can be achieved with the path tag; we will cover in the Path section.

**Rectangle**

The basic HTML code to create a rectangle is as follows:

    <rect width="100" height="20" x="10" y="10"></rect>

Let's apply the following style:

    rect {
        stroke-width: 1;
        stroke: steelblue;
        fill: #888;
        fill-opacity: .5;
    }
We will create a rectangle that starts at the coordinates (10,10), and is 100 pixels wide and 20 pixels high. Based on the styling, it will have a blue outline, a gray interior, and will appear slightly opaque. See the following output and example http://localhost:8080/chapter-2/rectangle.html:

![Rectangle Example]

There are two more attributes that are useful when creating rounded borders (rx and ry):

<rect with="100" height="20" x="10" y="10" rx="5" ry="5"></rect>

These attributes indicate that the x and y corners will have 5-pixel curves.

**Circle**

A circle is positioned with the cx and cy attributes. These indicate the x and y coordinates of the center of the circle. The radius is determined by the r attribute. The following is an example you can experiment with: http://localhost:8080/chapter-2/circle.html:

<circle cx="62" cy="62" r="50"></circle>

Now type in the following code:

```css
circle {
  stroke-width: 5;
  stroke: steelblue;
  fill: #888;
  fill-opacity: .5;
}
```
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This will create a circle with the familiar blue outline, a gray interior, and half-way opaque:

![Circle Image]

Polygon

To create a polygon, use the `polygon` tag. The best way to think about an SVG polygon is to compare it to a child's dot-to-dot game. You can imagine a series of dots and a pen connecting each (x,y) coordinate with a straight line. The series of dots is identified in the `points` attribute. Take the following as an example (http://localhost:8080/chapter-2/polygon.html):

```html
<polygon points="60,5 10,120 115,120"/>
```

First, we start at 60,5 and we move to 10,120. Then, we proceed to 115,120 and finally return to 60,5 (note that the pen returns to the starting position automatically.)
Path

When creating maps with D3, the path SVG tag is used most often. Using the definition from W3C, you can think of the path tag as a series of commands that explain how to draw any shape by moving a pen on a piece of paper. The path commands start with the location to place the pen on and then contain a series of follow-up commands that tell the pen how to connect additional points with lines. The path shapes can also be filled or have their outline styled.

Let's look at a very simple example to replicate the triangle we created as a polygon.

Open your browser, go to http://localhost:8080/chapter-2/path.html, and you will see the following output on your screen:

Right-click anywhere in the triangle and select Inspect element.

The path command for this shape is as follows:

```html
<path d="M 120 120 L 220 220, 420 120 Z" stroke="steelblue" fill="lightyellow" stroke-width="2"></path>
```
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The attribute that contains the path drawing commands is `d`. The commands adhere to the following structure:

- **M**: Put the pen down to start drawing at $x = 120 \ y = 120$
- **L**: Draw a straight line that connects $(120,120)$ to $x = 220 \ y = 220$, then draw another straight line that connects $(220,220)$ to $x = 420 \ y = 120$
- **Z**: Connect the last data point $(420,120)$ to where we started $(120,120)$

**Experiment**

Let's try some experiments to reinforce what we just learned. From the Chrome developer tools, simply remove the `Z` at the end of the path and hit enter:

```
<svg height="300" width="450">
  <path d="M 120 120 L 220 220, 320 120 Z"/>
</svg>
```

You should see the top line disappear. Try some other experiments with changing the data points in the L subcommand.

**Paths with curves**

Paths can also have curves. The concept is still the same; you connect several data points with lines. The main difference is that now you apply a curve to each line as it connects the dots. There are three types of curve commands:

- Cubic Bézier
- Quadratic Bézier
- Elliptical Arc

Each command is explained in detail at http://www.w3.org/TR/SVG11/paths.html. As an example, let's apply a cubic Bézier curve to the triangle. The format for the command is as follows:

```
C x1 y1 x2 y2 x y
```

This command can be inserted into the path structure at any point:

- **C**: Indicates that we are applying a Cubic Bézier curve, just as **L** in the previous example indicates a straight line
- **x1** and **y1**: Adds a control point to influence the curve's tangent
- **x2** and **y2**: Adds a second control point after applying x1 and y1
- **x** and **y**: Indicates the final resting place of the line
To apply this command to our previous triangle, we need to replace the second line command (320 120) with a cubic command ($C\ 200\ 70\ 480\ 290\ 320\ 120$).

Before the statement was:

```html
<path d="M 120 120 L 220 220, 320 120 Z"></path>
```

After adding cubic command it will be:

```html
<path d="M 120 120 L 220 220, C 200 70 480 290 320 120 Z"></path>
```

This will produce the following shape:

![SVG diagram of a triangle with a cubic Bézier curve](image)

To illustrate how the cubic Bézier curve works, let's draw circles and lines to show the control points in the $C$ command:

```html
<svg height="300" width="525">
  <path d="M 120 120 L 220 220 C 200 70 480 290 320 120 Z ">
  </path>
  <line x1="220" y1="220" x2="200" y2="70"></line>
  <circle cx="200" cy="70" r="5"></circle>
  <line x1="200" y1="70" x2="480" y2="290"></line>
  <circle cx="480" cy="290" r="5"></circle>
  <line x1="480" y1="290" x2="320" y2="120"></line>
</svg>
```
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The output should look like the one shown in the following screenshot and can be experimented with at http://localhost:8080/chapter-2/curves.html. You can see the angles created by the control points (indicated by circles in the output) and the cubic Bézier curves applied.

![Diagram of Bézier curves](image)

SVG paths are the main tool leveraged when drawing geographic regions. However, imagine if you were to draw an entire map by hand using SVG paths; the task would become exhausting! For example, the command structure for the map of Europe in our first chapter has 3,366,121 characters in it! Even a simple state such as Colorado would be a lot of code if executed by hand:

```xml
<path xmlns="http://www.w3.org/2000/svg" id="CO_1_"
```

We will learn in later chapters how D3 will come to the rescue.
Transform

Transform allows you to change your visualization dynamically and is one of the advantages of using SVG and commands to draw shapes. Transform is an additional attribute you can add to any of the elements we have discussed so far. Two important types of transforms when dealing with our D3 maps are:

- **Translate**: Move the element
- **Scale**: Adjust the coordinates for all attributes in the element

**Translate**

You will likely use this transformation in all of your cartography work and will see it in most D3 examples online. As a technique, it's often used with a margin object to shift the entire visualization. The following syntax can be applied to any element:

```
transform="translate(x,y)"
```

Here, $x$ and $y$ are the coordinates to move the element by.

For example, a translate transform can move our circle 50 pixels to the left and 50 pixels down by using the following code:

```
<circle cx="62" cy="62" r="50" transform="translate(50,50)"></circle>
```

Here is the output:
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Note that the translucent image represents the original image and the location the shape moved from. The translate attribute is not an absolute position. It adjusts the origin of the circle relatively to cx, cy and adds 50 to those coordinates. If you were to move the circle to the top left of the container, you would translate with negative values. For example:

```html
transform="translate(-10,-10)"
```

Feel free to experiment in your Chrome developer tools or code editor at http://localhost:8080/chapter-2/translate.html.

**Scale**

The scale transform is easy to understand but often creates undesired effects if you lose the focus of where the scaling originated.

Scale adjusts the (x,y) values across all attributes in the element. Using the earlier circle code, we have the following:

```html
<circle cx="62" cy="62" r="50" stroke-width="5" fill="red" transform="scale(2,2)"></circle>
```

The scale is going to double the cx, cy, radius, and stroke-width, producing the following output (http://localhost:8080/chapter-2/scale.html):
It is important to emphasize that, because we are using SVG commands to draw the shapes, there is no loss of quality as we scale the images, unlike raster images such as PNG or JPEG. The transform types can be combined to adjust for scale, altering the \( x \) and \( y \) position of the shape. Let's use the path example that we used earlier in the following code:

```html
<path d="M 120 120 L 220 220 C 200 70 480 290 320 120 Z"
stroke="steelblue" fill="lightyellow" stroke-width="2"
transform="translate(-200,-200), scale(2,2)"></path>
```

The preceding code will produce the following output (http://localhost:8080/chapter-2/scale_translate.html):

![Path example output](http://localhost:8080/chapter-2/scale_translate.html)

**Grouping**

The group tag `<g>` is used often in SVG, especially in maps. It is used to group elements and then apply a set of attributes to that set. It provides the following benefits:

- It allows you to treat a set of shapes as a single shape for the purpose of scaling and translating.
- It prevents code duplication by allowing you to set attributes at a higher level and have them inherit to all the elements included.
- Groups are essential for applying transformations to large sets of SVG nodes in a performant manner. Grouping offsets the parent group rather than modifying each of the attributes in every item of the group.
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Let's take the set of shapes used to explain Bézier curves and add all of them to a single group, combining everything we have learned so far, in the following code:

```xml
<svg height="500" width="800">
  <g transform="translate(-200,-100), scale(2,2)">
    <path d="M 120 120 L 220 220 C 200 70 480 290 320 120 Z">
    </path>
    <line x1="220" y1="220" x2="200" y2="70"></line>
    <circle cx="200" cy="70" r="5"></circle>
    <line x1="200" y1="70" x2="480" y2="290"></line>
    <circle cx="480" cy="290" r="5"></circle>
    <line x1="480" y1="290" x2="320" y2="120"></line>
  </g>
</svg>
```

The preceding code will produce the following image (http://localhost:8080/chapter-2/group.html):
Without using the group element, we would have had to apply transform, translate, and scale to all six shapes in the set. Grouping helps us save time and allows us to make quick alignment tweaks in the future.

Text

The text element, as its name describes, is used to display text in SVG. The basic HTML code to create a text node is as follows:

```html
<text x="250" y="150">Hello world!</text>
```

It has an x and a y coordinate to tell it where to begin writing in the SVG coordinate system. Styling can be achieved with a CSS class in order to have a clear separation of concerns within our code base. For example, check out the following code:

```html
<text x="250" y="150" class="myText">Hello world!</text>

.myText{
    font-size:22px;
    font-family:Helvetica;
    stroke-width:2;
}
```

Text also supports rotation in order to provide flexibility when positioning it on the visualization:

```html
<svg width="600" height="600">
    <text x="250" y="150" class="myText"
        transform="rotate(45,200,0)" font-family="Verdana"
        font-size="100">Hello world!</text>
</svg>
```
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Some examples are located at http://localhost:8080/chapter-2/text.html and displayed as shown in the following image:

Keep in mind that, if you rotate the text, it will rotate relative to its origin (x and y). You can specify the origin of the translation via cx and cy or in this case 250, 150. See the transform property in the code for more clarity.

Summary

This chapter has given us a wealth of SVG information. We explained paths, lines, circles, rectangles, text, and some of their attributes. We also covered transformation by scaling and translating shapes. Since this chapter has given us a solid baseline, we can now create complicated shapes. The next chapter will introduce us to D3 and how it is used to manage SVG programmatically. On we go!
Producing Graphics from Data – the Foundations of D3

We have acquired our toolbox and reviewed the basics of SVG. It is now time to explore D3.js. D3 is the evolution of the Protovis (http://mbostock.github.io/protovis/) library. If you delved into data visualization or were interested in making charts for your web application, you might have used this library. Additional libraries existed that could be differentiated by how fast they rendered graphics and their compatibility with different browsers. For example, Internet Explorer did not support SVG but used its own implementation, VML. This made the Raphaël library an excellent option because Raphaël automatically mapped to either VML or SVG. On the other hand, the easiness of jqPlot and its simplistic jQuery plugin interface allowed developers to adopt it very quickly.

However, Protovis had something different. Given the vector nature of the library, it allowed you to illustrate different kinds of visualizations, as well as generate fluid transitions. Please feel free to look at the links provided and see for yourself. Examine the force-directed layout at http://mbostock.github.io/protovis/ex/force.html. In 2010, these were interesting and compelling visualizations, especially for the browser.

Inspired by Protovis, a team at Stanford University consisting of Jeff Heer, Mike Bostock, and Vadim Ogievetsky began to focus on D3. D3 and its application to SVG gave developers an easy way to bind their visualizations to data and add interactivity.
There is a wealth of information available to research D3. A great resource for complete coverage can be found on the D3 website at https://github.com/mbostock/d3/wiki. In this chapter, we will introduce the following concepts that will be used throughout this book:

- Creating basic SVG elements
- Enter
- Update
- Exit
- AJAX

**Creating basic SVG elements**

A common operation in D3 is to select a DOM element and append SVG elements. Subsequent calls will then set the SVG attributes, which we learned about in Chapter 2, Creating Images from Simple Text. D3 accomplishes this operation through an easy-to-read functional syntax called method chaining. Let's walk through a very simple example to illustrate how this is accomplished (go to http://localhost:8080/chapter-3/example-1.html if you have the http-server running):

```javascript
var svg = d3.select("body")
  .append("svg")
  .attr("width", 200)
  .attr("height", 200)

First, we select the body tag and append an SVG element to it. This SVG element has a width and height of 200 pixels. We also store the selection in a variable:

```javascript
svg.append('rect')
  .attr('x', 10)
  .attr('y', 10)
  .attr("width",50)
  .attr("height",100);
```
Next, we use the `svg` variable and append a `<rect>` item to it. This `rect` item will start at (10,10) and will have a width of 50 and a height of 100. From your Chrome browser, open the Chrome developer tools with the **Elements** tab selected and inspect the SVG element.

Notice the pattern: `append('svg')` creates `<svg></svg>` and `attr('width',200)` as well as `attr('height',200)` set width="200" and height="200". Together, they produce the SVG syntax we learned about in the previous chapter:

```html
<svg width="200" height="200">…</svg>
```
Enter

The enter function is a part of every basic D3 visualization. It allows the developer to define a starting point with attached data. The enter function can be thought of as a section of code that executes when data is applied to the visualization for the first time. Typically, the enter section will follow the selection of a DOM element. Let's walk through an example (http://localhost:8080/chapter-3/example-2.html):

```javascript
var svg = d3.select("body")
    .append("svg")
    .attr("width", 200)
    .attr("height", 200);

Create the SVG container as we did earlier:

```java
svg.selectAll('rect').data([1,2]).enter()
```  
The data function is the way we bind data to our selection. In this example, we are binding a very simple array, [1,2], to the selection <rect>. The enter function will loop through the [1,2] array and apply the subsequent function calls, as shown in the following code:

```javascript
    .append('rect')
    .attr('x', function(d){ return d*20; })
    .attr('y', function(d){ return d*50; })
```

As we loop through each element in the array, we will:

- Append a new rect SVG element
- Position the rect element in coordinate x = d * 20 and y = d * 50 for the element, where d is equal to 1 for the first element and 2 for the second element

```java
    .attr("width",50)
    .attr("height",100);
```

We will keep the height and width the same.

```xml
<svg width="200" height="200">
  <rect x="20" y="50" width="50" height="100"></rect>
  <rect x="40" y="100" width="50" height="100"></rect>
</svg>
```
Look closely; take a peek at the Chrome developer tools. We see two rectangles, each corresponding to one element in our array!

```
var data = [
  {
    x:10,
    y:10,
    width:5,
    height:40
  },
  {
    x:40,
    y:10,
    width:100,
    height:40
  }
];
```

Remember that data doesn't necessarily have to be boring, such as the numbers 1 or 2. It can be any data object. To illustrate this, we will change the previous array to an array of objects in the next example (see example http://localhost:8080/chapter-3/example-3.html):

```
var data = [
  {
    x:10,
    y:10,
    width:5,
    height:40
  },
  {
    x:40,
    y:10,
    width:100,
    height:40
  }
];
```
var svg = d3.select("body")
    .append("svg")
    .attr("width", 200)
    .attr("height", 200);

svg.selectAll('rect').data(data).enter()
    .append('rect')
    .attr('x', function(d){ return d.x})
    .attr('y', function(d){ return d.y})
    .attr("width", function(d){ return d.width})
    .attr("height", function(d){ return d.height});

Now, as we loop through each object in the array, we will:

- Still append a new rect SVG element.
- Position and size the rect element by the properties of the object. The first rectangle will be positioned at x=10, y=10, and have a width of 5 and a height of 40. The second rectangle will be positioned at 40, 10, and will have a width of 100 and a height of 40.
**Update**

Not only do we have our rectangles but we've also joined them to a dataset composed of two objects. Both objects share the same properties, namely x, y, width, and height, so it's easy to loop through them and read/bind the values to our visualization. The output of this is a set of static SVG elements. This section will cover how to update the SVG elements and properties as the joined data changes. Let's enhance the previous example to explain exactly how this works (http://localhost:8080/chapter-3/example-4.html):

```javascript
function makeData(n) {
  var arr = [];

  for (var i=0; i<n; i++){
    arr.push({
      x:Math.floor((Math.random() * 100) + 1),
      y:Math.floor((Math.random() * 100) + 1),
      width:Math.floor((Math.random() * 100) + 1),
      height:Math.floor((Math.random() * 100) + 1)
    });
  }

  return arr;
}
```

This function creates a new array of objects with random properties for x, y, width, and height. We can use this to simulate a change in data, allowing us to create $n$ number of items, all with different properties:

```javascript
var rectangles = function(svg) {

  var data = makeData(2);

  Here, we create a function that inserts rectangles into the DOM on every invocation with D3. The description is as follows:

  var data = makeData(2);

  Let's generate our fake data:

  var rect = svg.selectAll('rect').data(data);
```

```javascript
```
Let's select our rectangle and assign our data to it. This gives us a variable to which we can easily apply `enter` and `update` later. The following sections are written in a verbose way to illustrate exactly what is going on with `enter`, `update`, and `exit`. While it's possible to take shortcuts in D3, it's best to stick to this style to prevent confusion:

```javascript
// Enter
rect.enter().append('rect')
  .attr('test', function(d, i) {
    // Enter called 2 times only
    console.log('enter placing initial rectangle: ', i)
  });
```

As in the previous section, for each element in the array we append a rectangle tag to the DOM. If you're running this code in your Chrome browser, you will notice that the console only displays `enter placing initial rectangle` twice. This is because the `enter()` section is called only when there are more elements in the array than in the DOM:

```javascript
// Update
rect.transition().duration(500).attr('x', function(d) {
  return d.x;
}).attr('y', function(d) { return d.y; })
  .attr('width', function(d) { return d.width; })
  .attr('height', function(d) { return d.height; })
  .attr('test', function(d, i) {
    // update every data change
    console.log('updating x position to: ', d.x)
  });
```

The update section is executed for every element in the data array. In the previous example, we set the x, y, width, and height attributes of the rectangle for every data object. The update section is not defined with an explicit `update` method. D3 implies an update call if no other section is provided. If you are running the code in your Chrome browser, you will see the console display `updating x position to: every time the data changes:

```javascript
var svg = d3.select('body')
  .append('svg')
  .attr('width', 200)
  .attr('height', 200);
```
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The following command inserts our working SVG container:

```javascript
rectangles(svg);
```

The following command draws the first version of our visualization:

```javascript
setInterval(function(){
  rectangles(svg);
},1000);
```

The `setInterval` function is the JavaScript function used to execute an operation every `x` milliseconds. In this case, we are calling the `rectangles` function every 1000 milliseconds.

The `rectangles` function generates a new dataset every time it is called. It has the same property structure that we had before, but the values tied to those properties are random numbers between 1 and 100. On the first call, the enter section is invoked and we create our initial two rectangles. Every 1000 milliseconds, we reinvoke the `rectangles` function with the same data structure but different random property attributes. Because the structure is the same, the enter section is now skipped and only `update` is reapplied to the existing rectangles. This is why we get the same rectangles with different dimensions every time we plot.

Update is a very useful method. For instance, your dataset could be tied to the stock market and you would want to update your visualization every `n` milliseconds to reflect the changes in the stock market. You could also bind the update to an event triggered by a user and have the user control the visualization. The options are endless.

**Exit**

We’ve discussed `enter` and `update`. We’ve seen how one determines the starting point of our visualization and the other modifies its attributes based on new data coming in. However, the examples covered had the exact number of data elements with the same properties. What would happen if our new dataset had a different amount of items? What if it has fewer or more?

Let’s take the `update` part of the previous example and modify it a bit to demonstrate what we’re talking about ([http://localhost:8080/chapter-3/example-5.html](http://localhost:8080/chapter-3/example-5.html)). We can explain how this works with two small changes to the `rectangles` function:

```javascript
var rectangles = function(svg) {
  var data = makeData((Math.random() * 5) + 1);
```
Here, we tell the `data` function to create a random number of data objects:

```javascript
var rect = svg.selectAll('rect').data(data);

// Enter
rect.enter().append('rect')
  .attr('test', function(d,i) {
    // Enter called 2 times only
    console.log('enter placing initial rectangle: ', i)
  });

// Update
rect.transition().attr('x', function(d){ return d.x; })
  .attr('y', function(d){ return d.y; })
  .attr('width', function(d){ return d.width; })
  .attr('height', function(d){ return d.height; })
  .attr('test', function(d, i) {
    // update every data change
    console.log('updating x position to: ', d.x)
  });

The `exit` function would be the same as before. Add a new `exit()` section:

```javascript
// Exit
rect.exit().attr('test', function(d) {
  console.log('no data...')
}).remove();
```

Exit serves the purpose of cleansing or cleaning the no-longer-used DOM items in our visualization. This is helpful because it allows us to join our data with DOM elements, keeping them in sync. An easy way to remember this is as follows: if there are more data elements than DOM elements, the `enter()` section will be invoked. If there are fewer data elements than DOM elements, the `exit()` section will be invoked. In the previous example, we just removed the DOM element if there is no matching data.

The following is a graphical representation of the sequence that occurs when `enter` and `update` are called. Notice that there's no DOM element for data element 6, so the `enter` section is executed. For data elements 0 to 5, the `update` code is always called. For data element 6, the `update` section will be executed after the `enter` process has completed.
This illustrates what happens when you have fewer data elements than DOM elements. The update section is always called where there is a match, as shown in the following diagram.
AJAX

AJAX (Asynchronous JavaScript and XML) doesn't relate 100 percent to D3. It actually has its foundation in JavaScript. In short, AJAX allows the developer to obtain data from the background of the web page. This technique is extremely useful in map development because geographic datasets can be very large. Acquiring the data from the background will help produce a refined user experience. In addition, in Chapter 6, Finding and Working with Geographic Data, we will cover techniques to compress the size of geographic data.

Separating the data from the code base will also provide the following advantages:

- A lighter code base that is easier to manage
- The ability to update the data without making code changes
- The ability to use third-party providers for data sources

This is accomplished by acquiring the data through an AJAX call with the aid of a D3 function. Let's examine the following code:

```javascript
d3.json("data/dataFile.json", function(error, json) {

The `d3.json` method has two parameters: a path to the file and a callback function. The callback function indicates what to do with the data once it has been transferred. In the previous code, if the call fetches the data correctly, it assigns it to the `json` variable. The `error` variable is just a general error object that indicates whether there were any problems fetching the data or not:

```javascript
if (error) return console.log(error);
var data = json;
```

We store our JSON data into the `data` variable and continue to process it as we did in the previous examples:

```javascript
var svg = d3.select("body")
 .append("svg")
 .attr("width", 200)
 .attr("height", 200);

svg.selectAll('rect')
 .data(data).enter()
 .append('rect')
 .attr('x', function(d){ return d.x; })
 .attr('y', function(d){ return d.y; })
 .attr("width", function(d){ return d.width; })
 .attr("height", function(d){ return d.height; });
```

[42]
D3 provides us with many kinds of data acquisition methods. JSON is one type and it also supports CSV files, plain text files, XML files, or even entire HTML pages. We strongly suggest that you read about AJAX in the documentation at https://github.com/mbostock/d3/wiki/Requests.

**Summary**

In this chapter, we explained the core elements of D3 (enter, update, and exit). We understood the power of joining data to our visualization. Not only can data come from many different sources, but it is possible to have the visualization automatically updated as well.

Many detailed examples can be found in the D3 Gallery at https://github.com/mbostock/d3/wiki/Gallery.

In the next chapter, we will combine all of these techniques to build our first map from scratch. Get ready!
Creating a Map

It's been quite a ride so far. We've gone through all the different aspects that encompass the creation of a map. We've touched on the basics of SVG, JavaScript, and D3. Now, it's time to put all the pieces together and actually have a final deliverable product. In this chapter, we will cover the following topics through a series of experiments:

- Foundation – creating your basic map
- Experiment 1 – adjusting the bounding box
- Experiment 2 – creating choropleths
- Experiment 3 – adding click events to our visualization
- Experiment 4 – using updates and transitions to enhance our visualization
- Experiment 5 – adding points of interest
- Experiment 6 – adding visualizations as a point of interest
Foundation – creating your basic map
In this section, we will walk through the basics of creating a standard map. The example can be viewed by opening the example-1.html file of this chapter provided with this book. If you already have the http-server running, you can point your browser to http://localhost:8080/chapter-4/example-1.html. On the screen is Mexico (Oscar’s beloved country)!

Let’s walk through the code to get a step-by-step explanation of how to create this map.

The width and height can be anything you want. Depending on where your map will be visualized (cellphones, tablets, or desktops), you might want to consider providing a different width and height:

```javascript
var height = 600;
var width = 900;
```
The next variable defines a projection algorithm that allows you to go from a cartographic space (latitude and longitude) to a Cartesian space (x,y)—basically a mapping of latitude and longitude to coordinates. You can think of a projection as a way to map the three-dimensional globe to a flat plane. There are many kinds of projections, but `geo.mercator` is normally the default value you will use:

```javascript
var projection = d3.geo.mercator();
var mexico = void 0;
```

If you were making a map of the USA, you could use a better projection called `albersUsa`. This is to better position Alaska and Hawaii. By creating a `geo.mercator` projection, Alaska would render proportionate to its size, rivaling that of the entire US. The `albersUsa` projection grabs Alaska, makes it smaller, and puts it at the bottom of the visualization. The following screenshot is of `geo.mercator`:
This following screenshot is of geo.albersUsa:

![Map of the United States](image)

The D3 library currently contains nine built-in projection algorithms. An overview of each one can be viewed at https://github.com/mbostock/d3/wiki/Geo-Projections.

Next, we will assign the projection to our geo.path function. This is a special D3 function that will map the JSON-formatted geographic data into SVG paths. The data format that the geo.path function requires is named GeoJSON and will be covered in Chapter 6, Finding and Working with Geographic Data:

```javascript
var path = d3.geo.path().projection(projection);
var svg = d3.select("#map")
    .append("svg")
    .attr("width", width)
    .attr("height", height);
```
Including the dataset

The necessary data has been provided for you within the data folder with the filename geo-data.json:

```javascript
  d3.json('geo-data.json', function(data) {
    console.log('mexico', data);
  })
```

We get the data from an AJAX call, as we saw in the previous chapter.

After the data has been collected, we want to draw only those parts of the data that we are interested in. In addition, we want to automatically scale the map to fit the defined height and width of our visualization.

If you look at the console, you'll see that "mexico" has an objects property. Nested inside the objects property is MEX_adm1. This stands for the administrative areas of Mexico. It is important to understand the geographic data you are using, because other data sources might have different names for the administrative areas property:

```javascript
  var states = topojson.feature(data, data.objects.MEX_adm1);
```

Notice that the MEX_adm1 property contains a geometries array with 32 elements. Each of these elements represents a state in Mexico. Use this data to draw the D3 visualization.

```javascript
  var states = topojson.feature(data, data.objects.MEX_adm1);
```

Here, we pass all of the administrative areas to the topojson.feature function in order to extract and create an array of GeoJSON objects. The preceding states variable now contains the features property. This features array is a list of 32 GeoJSON elements, each representing the geographic boundaries of a state in Mexico. We will set an initial scale and translation to 1 and 0, 0 respectively:

```javascript
  var states = topojson.feature(data, data.objects.MEX_adm1);

  var states = topojson.feature(data, data.objects.MEX_adm1);
```

// Setup the scale and translate
projection.scale(1).translate([0, 0]);
This algorithm is quite useful. The bounding box is a spherical box that returns a two-dimensional array of min/max coordinates, inclusive of the geographic data passed:

```javascript
var b = path.bounds(states);
```

To quote the D3 documentation:

"The bounding box is represented by a two-dimensional array: [[left, bottom], [right, top]], where left is the minimum longitude, bottom is the minimum latitude, right is maximum longitude, and top is the maximum latitude."

This is very helpful if you want to programmatically set the scale and translation of the map. In this case, we want the entire country to fit in our height and width, so we determine the bounding box of every state in the country of Mexico.

The scale is calculated by taking the longest geographic edge of our bounding box and dividing it by the number of pixels of this edge in the visualization:

```javascript
var s = .95 / Math.max((b[1][0] - b[0][0]) / width, (b[1][1] - b[0][1]) / height);
```

This can be calculated by first computing the scale of the width, then the scale of the height, and, finally, taking the larger of the two. All of the logic is compressed into the single line given earlier. The three steps are explained in the following image:
The value 95 adjusts the scale, because we are giving the map a bit of a breather on the edges in order to not have the paths intersect the edges of the SVG container item, basically reducing the scale by 5 percent.

Now, we have an accurate scale of our map, given our set width and height.

```javascript
var t = [(width - s * (b[1][0] + b[0][0])) / 2, (height - s * (b[1][1] + b[0][1])) / 2];
```

As we saw in Chapter 2, Creating Images from Simple Text, when we scale in SVG, it scales all the attributes (even x and y). In order to return the map to the center of the screen, we will use the translate function.

The translate function receives an array with two parameters: the amount to translate in x, and the amount to translate in y. We will calculate x by finding the center \((topRight - topLeft)/2\) and multiplying it by the scale. The result is then subtracted from the width of the SVG element.

Our y translation is calculated similarly but using the \(bottomRight - bottomLeft\) values divided by 2, multiplied by the scale, then subtracted from the height.

Finally, we will reset the projection to use our new scale and translation:

```javascript
projection.scale(s).translate(t);
```

Here, we will create a map variable that will group all of the following SVG elements into a \(<g>\) SVG tag. This will allow us to apply styles and better contain all of the proceeding paths’ elements:

```javascript
var map = svg.append('g').attr('class', 'boundary');
```

Finally, we are back to the classic D3 enter, update, and exit pattern. We have our data, the list of Mexico states, and we will join this data to the path SVG element:

```javascript
mexico = map.selectAll('path').data(states.features);
//Enter
mexico.enter()
  .append('path')
    .attr('d', path);
```

The enter section and the corresponding path functions are executed on every data element in the array. As a refresher, each element in the array represents a state in Mexico. The path function has been set up to correctly draw the outline of each state as well as scale and translate it to fit in our SVG container.

Congratulations! You have created your first map!
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Experiment 1 – adjusting the bounding box

Now that we have our foundation, let’s start with our first experiment. For this experiment, we will manually zoom in to a state of Mexico using what we learned in the previous section. The code can be found in example-2.html (http://localhost:8080/chapter-4/example-2.html); however, feel free to edit example-1.html to learn as you go.

For this experiment, we will modify one line of code:

```javascript
var b = path.bounds(states.features[5]);
```

Here, we are telling the calculation to create a boundary based on the sixth element of the features array instead of every state in the country of Mexico. The boundaries data will now run through the rest of the scaling and translation algorithms to adjust the map to the one shown in the following screenshot:
We have basically reduced the min/max of the boundary box to include the geographic coordinates for one state in Mexico (see the next screenshot), and D3 has scaled and translated this information for us automatically:

This can be very useful in situations where you might not have the data that you need in isolation from the surrounding areas. Hence, you can always zoom in to your geography of interest and isolate it from the rest.

**Experiment 2 – creating choropleths**

One of the most common uses of D3.js maps is to make choropleths. This visualization gives you the ability to discern between regions, giving them a different color. Normally, this color is associated with some other value, for instance, levels of influenza or a company’s sales. Choropleths are very easy to make in D3.js. In this experiment, we will create a quick choropleth based on the index value of the state in the array of all the states. Look at the following code or open up your browser to http://localhost:8080/chapter-4/example-3.html.
We will only need to modify two lines of code in the update section of our D3 code. Right after the enter section, add the following two lines:

```javascript
//Update
var color = d3.scale.linear().domain([0,33]).range(['red', 'yellow']);
mexico.attr('fill', function(d,i) {return color(i)});
```

The `color` variable uses another valuable D3 function named `scale`. Scales are extremely powerful when creating visualizations in D3; much more detail on scales can be found at [https://github.com/mbostock/d3/wiki/Scales](https://github.com/mbostock/d3/wiki/Scales).

For now, let's describe what this scale defines. Here, we created a new function called `color`. This `color` function looks for any number between 0 and 33 in an input domain. D3 linearly maps these input values to a color between red and yellow in the output range. D3 has included the capability to automatically map colors in a linear range to a gradient. This means that executing the new function, `color`, with 0 will return the color red, `color(15)` will return an orange color, and `color(33)` will return yellow.

Now, in the update section, we will set the `fill` property of the path to the new `color` function. This will provide a linear scale of colors and use the index value `i` to determine what color should be returned.

If the color was determined by a different value of the datum, for instance, `d.sales`, then you would have a choropleth where the colors actually represent sales. The preceding code should render something as follows:
Experiment 3 – adding click events to our visualization

We've seen how to make a map and set different colors to the different regions of this map. Next, we will add a little bit of interactivity. This will illustrate a simple reference to bind click events to maps. For this experiment, we will build on the previous exercise, example-3.html. You can see the completed experiment at http://localhost:8080/chapter-4/example-4.html.

First, we need a quick reference to each state in the country. To accomplish this, we will create a new function called geoID right below the mexico variable:

```javascript
var height = 600;
var width = 900;
var projection = d3.geo.mercator();
var mexico = void 0;

var geoID = function(d) {
    return "c" + d.properties.ID_1;
};
```

This function takes in a state data element and generates a new selectable ID based on the ID_1 property found in the data. The ID_1 property contains a unique numeric value for every state in the array. If we insert this as an id attribute into the DOM, then we would create a quick and easy way to select each state in the country.

The following is the geoID function, creating another function called click:

```javascript
var click = function(d) {
    mexico.attr('fill-opacity', 0.2); // Another update!
    d3.select('#' + geoID(d)).attr('fill-opacity', 1);
};
```

This method makes it easy to separate what the click is doing. The click method receives the datum and changes the fill opacity value of all the states to 0.2. This is done so that when you click on one state and then on the other, the previous state does not maintain the clicked style. Notice that the function call is iterating through all the elements of the DOM, using the D3 update pattern. After making all the states transparent, we will set a fill-opacity of 1 for the given clicked item. This removes all the transparent styling from the selected state. Notice that we are reusing the geoID function that we created earlier to quickly find the state element in the DOM.
Next, let's update the `enter` method to bind our new `click` method to every new DOM element that `enter` appends:

```javascript
//Enter
mexico.enter()
    .append('path')
    .attr('d', path)
    .attr('id', geoID)
    .on("click", click);
```

We also added an attribute called `id`; this inserts the results of the `geoID` function into the `id` attribute. Again, this makes it very easy to find the clicked state.

The code base should produce a map as follows. Check it out and make sure that you click on any of the states. You will see its color turn a little brighter than the surrounding states.
Experiment 4 – using updates and transitions to enhance our visualization

For our next experiment, we will take all of our combined knowledge and add some smooth transitions to the map. Transitions are a fantastic way to add style and smoothness to data changes.

This experiment will, again, require us to start with example-3.html. The complete experiment can be viewed at http://localhost:8080/chapter-4/example-5.html.

If you remember, we leveraged the JavaScript setInterval function to execute updates at a regular timed frequency. We will go back to this method now to assign a random number between 1 and 33 to our existing color function. We will then leverage a D3 method to smoothly transition between the random color changes.

Right below the update section, add the following setInterval block of code:

```javascript
setInterval(function(){
  mexico.transition().duration(500)
  .style('fill', function(d) {
    return color(Math.floor((Math.random() * 32) + 1));
  });
},2000);
```

This method indicates that, for every 2000 milliseconds (2 seconds), the mexico update section should be executed and the color set to a random number between 1 and 32. The new transition and duration methods transition from the previous state to the new state over 500 milliseconds. Open the browser to example-5.html, and you should see the initial color based on the index of the state. After 2 seconds, the colors should smoothly transition to new values.
Experiment 5 – adding points of interest

So far, everything we have done has involved working directly with the geographic data and map. However, there are many cases where you will need to layer additional data on top of the map. We will begin slowly by first adding a few cities of interest to the map of Mexico.

This experiment will, again, require us to start with example-3.html. The complete experiment can be viewed at http://localhost:8080/chapter-4/example-6.html.

In this experiment, we will add a text element to the page to identify the city. To make the text more visually appealing, we will first add some simple styling in the <style> section:

```html
    text{
        font-family: Helvetica;
        font-weight: 300;
        font-size: 12px;
    }
```

Next, we need some data that will indicate the city name and the latitude, and longitude coordinates. For the sake of simplicity, we have added a file with a few starter cities. The file called cities.csv is in the same directory as the examples:

```
name, lat, lon,
Cancun, 21.1606, -86.8475
Mexico City, 19.4333, -99.1333
Monterrey, 25.6667, -100.3000
Hermosillo, 29.0989, -110.9542
```

Now, add a few lines of code to bring in the data and plot the city locations and names on your map. Add the following block of code right below the exit section (if you are starting with example-2.html):

```javascript
    d3.csv('cities.csv', function(cities) {
        var cityPoints = svg.selectAll('circle').data(cities);
        var cityText = svg.selectAll('text').data(cities);

        cityPoints.enter()
            .append('circle')
            .attr('cx', function(d) {return projection([d.lon, d.lat])[0]})
            .attr('cy', function(d) {return projection([d.lon, d.lat])[1]})
            .attr('r', 4)
```
Let's review what we just added.

The `d3.csv` function will make an AJAX call to our data file and automatically format the entire file into an array of JSON objects. Each property of the object will take on the corresponding name of the column in the CSV file. For example, take a look at the following lines of code:

```json
[{
    "name": "Cancun",
    "lat": "21.1606",
    "lon": "-86.8475"
}, ...]
```

Next, we will define two variables to hold our "data join" to the circle and text the SVG elements.

Finally, we will execute a typical enter pattern to place the points as circles and the names as text SVG tags on the map. The \( x \) and \( y \) coordinates are determined by calling our previous `projection` function with the corresponding latitude and longitude coordinates from the data file.

Note that the `projection` function returns an array of \( x \) and \( y \) coordinates \((x, y)\). The \( x \) coordinate is determined by taking the 0 index of the returned array. The \( y \) coordinate is determined from the index, 1. For example, take a look at the following code:

```javascript
.attr('cx', function(d) {return projection([d.lon, d.lat])[0]})
```

Here, \([0]\) indicates the \( x \) coordinate.
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Your new map should look like the one shown in the following screenshot:

---

**Experiment 6 – adding visualizations as a point of interest**

For our final experiment, we will layer visualizations on top of visualizations! Starting from where we left off at http://localhost:8080/chapter-4/example-6.html, we will add a fictitious column to the data to indicate a metric of tequila consumption (final version at http://localhost:8080/chapter-4/example-7.html):

```
name, lat, lon, tequila
Cancun, 21.1606, -86.8475, 85, 15
Mexico City, 19.4333, -99.1333, 51, 49
Monterrey, 25.6667, -100.3000, 30, 70
Hermosillo, 29.0989, -110.9542, 20, 80
```

With just two more lines of code, we can have the city points portray meaning. In this experiment, we will scale the radius of the city circles in relation to the amount of tequila consumed:

```
var radius = d3.scale.linear().domain([0, 100]).range([5, 30]);
```
Here, we will introduce a new scale that linearly distributes the input values from 1 to 100 to a radius length between 5 and 30. This means that the minimum radius of a circle will be 5 and the maximum will be 30, preventing the circles from growing too large or too small to be readable:

```javascript
  cityPoints.enter()
    .append('circle')
    .attr('cx', function(d) {return projection([d.lon, d.lat])[0];})
    .attr('cy', function(d) {return projection([d.lon, d.lat])[1];})
    .attr('r', 4)
    .attr('fill', 'steelblue');
```

Next, we will change the preceding line of code to call the `radius` function instead of the hard-coded value of 4. The code will now look like this:

```javascript
  .attr('r', function(d) {return radius(d.tequila); })
```

After these two small additions, your map should look like the one shown in the following screenshot:
Summary

You learned how to build many different kinds of maps that cover different kinds of needs. Choropleths and data visualizations on maps are some of the most common geographic-based data representations that you will come across. We also added interactivity to our map through basic transitions and events. You will easily realize that, with all the information you've gathered so far, you can independently create engaging map visualizations. You can expand your knowledge by learning advanced interactivity techniques in the next chapter.

Hang on tight!
Click-click Boom! Applying Interactivity to Your Map

In the previous chapter, you learned what is needed to build a basic map with D3.js. We also discussed the concepts of enter, update, and exit and how they apply to maps. You should also understand how D3 mix-and-matches HTML with data. However, let's say you want to take it a step further and include more interaction on your map. We covered just the tip of the iceberg with click events in the previous chapter. Now, it's time to dig deeper.

In this chapter, we will expand our knowledge of events and event types. We will progress experiment by experiment, building on what we've learned. The following topics are covered in this chapter:

- Events and how they occur
- Experiment 1 – hover events and tooltips
- Experiment 2 – tooltips with visualizations
- Experiment 3 – panning and zooming
- Experiment 4 – orthographic projections
- Experiment 5 – rotating orthographic projections
- Experiment 6 – dragging orthographic projections
Events and how they occur
Taken directly from the w3 specifications:

"The Event interface is used to provide contextual information about an event to the handler processing the event. An object that implements the Event interface is generally passed as the first parameter to an event handler. More specific context information is passed to event handlers by deriving additional interfaces from Event which contain information directly relating to the type of event they accompany. These derived interfaces are also implemented by the object passed to the event listener."

In other words, an event is an action that takes place in your browser by user input. If your user clicks, touches, drags, and rotates, an event will fire. If you have event listeners registered to those particular events, the listeners will catch the event and determine the event type. The listeners will also expose properties associated with the event. For example, if we want to add an event listener in plain JavaScript, we would add the following lines of code:

```html
<body>
  <button id="btn">Click me</button>

  <script>
    var btn = document.getElementById('btn');
    btn.addEventListener('click', function() {
      console.log('Hello world');
    }, false);
  </script>
</body>
```

Note that you first need to have the button in the DOM in order to get its ID. Once you have it, you can simply add an event listener to listen on the element's click event. The event listener will catch the click event every time it fires and log Hello world into the console.

Up until jQuery, events were very tricky, and different browsers had different ways of catching these events. However, thankfully, this is all in the past. Now, we live in a world where modern browsers are more consistent with event handling.

In the world of D3, you won't have to worry about this. Generating events, catching them, and reacting to them is baked into the library and works across all browsers. A good example of this is the hover event.
Chapter 5

Experiment 1 – hover events

Building on our previous example, we can easily swap our `click` method into a `hover` method. Instead of having `var click`, we will now have `var hover` with the corresponding function. Feel free to open `example-1.html` of the `chapter-5` code base to go over the complete example (http://localhost:8080/chapter-5/example-1.html). Let's review the changes necessary to change our click event to a hover event. In this particular case, we will need a little more CSS and HTML. In our `<style>` tag, add the following lines:

```css
#tooltip{
    position: absolute;
    z-index: 2;
    background: rgba(0,153,76,0.8);
    width:130px;
    height:20px;
    color:white;
    font-size: 14px;
    padding:5px;
    top:-150px;
    left:-150px;
}
```

This style is for a basic tooltip. It is positioned "absolutely" so that it can take whatever `x` and `y` coordinates we give it (left and top). It also has some filler styles for the fonts and colors. The tooltip is styled to the element in the DOM that has the ID of `#tooltip`:

```html
<div id="tooltip"></div>
```

Next, we want to add the logic to handle a hover event when it is fired:

```javascript
var hover = function(d) {
    var div = document.getElementById('tooltip');
    div.style.left = event.pageX + 'px';
    div.style.top = event.pageY + 'px';
    div.innerHTML = d.properties.NAME_1;
};
```
This function, aside from logging the event, will find the DOM element with an ID of `tooltip` and position it to the `x` and `y` coordinates of the event. These coordinates are part of the properties of the event and are named `pageX` and `pageY`, respectively. Next, we will insert text with the state name (`d.properties.NAME_1`) into the tooltip:

```javascript
//Enter
mexico.enter()
  .append('path')
  .attr('d', path)
  .on('mouseover', hover);
```

Finally, we will change our binding from a click to a mouseover event in the `on` section of the code. We will also change the event handler to the `hover` function we created earlier.

Once the changes have been saved and viewed, you should experience basic tooltips on your map:
Experiment 2 – tooltips with visualizations

In this next experiment, we will enhance our tooltips with additional visualizations. In a similar fashion, we will outline the additional code to provide this functionality (http://localhost:8080/chapter-5/example-2.html).

To our CSS, we will need to add the following lines of code:

```css
#tooltip svg{
    border-top:0;
    margin-left:-5px;
    margin-top:7px;
}
```

This will style our SVG container (inside our tooltip DOM element) to align it with the label of the state.

Next, we'll include two new scripts to create visualizations:

```html
<script src="base.js"></script>
<script src="sparkline.js"></script>
```

The preceding JavaScript files contain the D3 code that creates a line chart visualization. The chart itself contains and leverages the reusable chart pattern described by Mike Bostock at http://bost.ocks.org/mike/chart/. Feel free to examine the code; it is a very simple visualization that follows the enter, update, and exit pattern. We will explore this chart further in Chapter 7, Testing:

```javascript
var db = d3.map();
var sparkline = d3.charts.sparkline().height(50).width(138);
```

We will now declare two new variables. The `db` variable will hold a hashmap to quickly lookup values by `geoID`. The `sparkline` variable is the function that will draw our simple line chart:

```javascript
var setDb = function(data) {
    data.forEach(function(d) {
        db.set(d.geoID, [
            {"x": 1, "y": +d.q1},
            {"x": 2, "y": +d.q2},
            {"x": 3, "y": +d.q3},
            {"x": 4, "y": +d.q4}
        ]);
    });
};
```
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This function parses data and formats it into a structure that the sparkline function can use to create the line chart:

```javascript
var geoID = function(d) {
    return "c" + d.properties.ID_1;
};

We will bring back our geoID function from Chapter 4, Creating a Map, in order to quickly create unique IDs for each state:

```javascript
var hover = function(d) {
    var div = document.getElementById('tooltip');
    div.style.left = event.pageX + 'px';
    div.style.top = event.pageY + 'px';
    div.innerHTML = d.properties.NAME_1;
    var id = geoID(d);
    d3.select("#tooltip").datum(db.get(id)).call(sparkline.draw);
};
```

For our hover event handler, we need to add two new lines. First, we will declare an ID variable that holds the unique geoID for the state we are hovering over. Then, we will call our sparkline function to draw a line chart in the tooltip selection. The data is retrieved from the preceding db variable. For more information on how the call works, refer to https://developer.mozilla.org/en-US/docs/Web/JavaScript/Reference/Global_Objects/Function/call:

```javascript
d3.csv('states-data.csv', function(data) {
    setDb(data);
});
```

We load our CSV file via AJAX and invoke the setDb function (described earlier).

You should now see a map that displays a tooltip with a line chart for every state in Mexico. In summary:

1. The map is drawn as usual.
2. We will create a small lookup db that contains additional data about each state.
3. Then, we will register a hover event that fires whenever the user's mouse passes over a state.
4. The hover event fires and retrieves data about the state.
5. The hover event also places the name of the state in the DOM and calls a function that creates a line chart with the retrieved data.

Experiment 3 – panning and zooming
A very common request when working with maps is to provide the ability to pan and zoom around the visualization. This is especially useful when a large map contains abundant detail. Luckily, D3 provides an event listener to help with this feature. In this experiment, we will outline the principles to provide basic panning and zooming for your map. This experiment requires us to start with example-1.html; however, feel free to look at http://localhost:8080/chapter-5/example-3.html for reference.

First, we will add a simple CSS class in our <style> section; this class will act as a rectangle over the entire map. This will be our zoomable area:

```
.overlay {
  fill: none;
  pointer-events: all;
}
```
Next, we need to define a function to handle the event when the zoom listener is fired. The following function can be placed right below the map declaration:

```javascript
var zoomed = function () {
    map.attr("transform", "translate(" + d3.event.translate + ")
                 scale(" + d3.event.scale + ")");
};
```

This function takes advantage of two variables exposed while panning and zooming: `d3.event.scale` and `d3.event.translate`. The variables are defined as follows:

- `d3.event.scale`: This defines how much the user has zoomed in terms of an SVG scale
- `d3.event.translate`: This defines the position of the map in relation to the mouse in terms of an SVG translate

With this information available, we can set the SVG attributes (scale and translate) of the map container to the event variables:

```javascript
var zoom = d3.behavior.zoom()
    .scaleExtent([1, 8])
    .on("zoom", zoomed);
```

Similar to the hover event listener, we need to create a new zoom event listener. Create the preceding function after the `zoom` function. Note that there is one additional setting to understand, `scaleExtent`.

The `scaleExtent` setting provides a scale range of the zooming amount. The first element in the array is the maximum that the map can zoom out. The second element in the array is the maximum that the map can zoom in. Remember that 1 is the original size of our map based on our bounding-box formula from Chapter 4, Creating a Map.

The minimum value that `scaleExtent` can be set to is 0 to zoom out. In `example-3.html`, alter these numbers to get a feel of how they work. For example, if you change 1 to 5, you will see that the map can zoom out to half its original size.

There are additional settings to this event listener that can be reviewed at https://github.com/mbostock/d3/wiki/Zoom-Behavior:

```javascript
svg.append("rect")
    .attr("class", "overlay")
    .attr("width", width)
    .attr("height", height)
    .call(zoom);
```
Finally, right after the `mexico.exit` section, we will add a transparent rectangle to the entire visualization and bind the new listener. Remember that the rectangle is using the CSS class we defined at the beginning of the experiment.

Now, you should have full zooming and panning capabilities on the Mexican map. You can either double-click to zoom in or use your scroll wheel. The interactions should also work across swipe and pinch gestures on a tablet.

Experiment 4 – orthographic projections

For the next set of experiments in this chapter, we will switch gears and look at interactivity with orthographic projections (representing a three-dimensional map on a two-dimensional screen). A better visualization to illustrate these concepts is the entire globe instead of a single country. This experiment will start with `http://localhost:8080/chapter-5/example-4.html` and require a new datafile, which is provided for you. You will notice that the code base is almost identical, with the exception of three changes that we will outline here:

```javascript
var height = 600;
var width = 900;
var projection = d3.geo.orthographic().clipAngle(90);
var path = d3.geo.path().projection(projection);
```
Click-click Boom! Applying Interactivity to Your Map

First, we will change our `d3.geo` projection from `d3.geo.mercator` to `d3.geo.orthographic`. We also have an additional setting to configure: the `clipAngle` at 90 degrees. This places an imaginary plane through the globe and clips the back of the projection:

```javascript
d3.json('world.json', function(data) {
  var countries = topojson.feature(data, data.objects.countries);
  var map = svg.append('g').attr('class', 'boundary');
  var world = map.selectAll('path').data(countries.features);

  world.enter()
    .append('path')
    .attr('d', path);
```

Next, we will substitute the old `geo-data.json` file for the new datafile, `world.json`. We will also set up new variables for our data joining in order to provide better readability in the code:

```javascript
world.enter()
  .append('path')
  .attr('d', path);
```

As we have seen many times now, we will apply the standard enter pattern. You should now have a static map of the globe, as seen in the following screenshot. You can also work directly with `example-4.html`.

In the last two sections, we will bring the globe to life!
Experiment 5 – rotating orthographic projections

Our previous example was very fascinating. We went from visualizing a map in two dimensions to three dimensions in just a few lines. The next step is to animate it. For this experiment, open http://localhost:8080/chapter-5/example-5.html in the code samples. Let's now piece it together:

```javascript
var i = 0;
```

We added an index variable that will hold the rotation rate. Don't worry; we'll explain how this is used here:

```javascript
d3.json('world.json', function(data) {
  var countries = topojson.feature(data, data.objects.countries);
  var mexico = countries.features[102];
}
```

As Mexico is the center of the universe and requires special attention, we isolated it into its own variable by taking the corresponding feature from the countries feature array. This will allow us to manipulate it separately from the rest of the globe:

```javascript
var map = svg.append('g').attr('class', 'boundary');
var world = map.selectAll('path').data(countries.features);
var mexico = map.selectAll('.mexico').data([mexico]);
```

Next, we will data join the information we isolated earlier into its own variable. This way, we will have one map that represents the entire world and another one that represents just Mexico:

```javascript
mexico.enter()
  .append('path')
  .attr('class', 'mexico')
  .attr('d', path)
  .style('fill', 'lightyellow').style('stroke', 'orange');
```

We will inject the map of Mexico and apply the identical `geo.path` that contains the same projection as the one used for the world map. We will also add a light yellow background to Mexico using the `fill` CSS style and an orange border using the `stroke`:

```javascript
setInterval(function() {
  i = i+0.2;
  // move i around in the array to get a feel for yaw, pitch
  // and roll
  // see diagram
  projection.rotate([i,0,0])
})
```
world.attr('d', path);
mexico.attr('d', path)
  .style('fill', 'lightyellow').style('stroke', 'orange');
}
}, 20);

This is where the action gets moving, literally. We created an interval that executes every 20 milliseconds. This interval contains a function that utilizes our index variable and increments the value by 0.2. This value is then applied to the `rotate` function of our projection. Specifically, we will adjust the rotation every 20 ms on this line of code:

    projection.rotate([i, 0, 0])

Yaw is represented by the first value of the array (in this case, i), pitch by the second value, and roll by the third value. Yaw, pitch, and roll are rotation angles and are applied in their respective vectors. The following image provides an illustration of how the angles rotate:
Here, we see that the yaw vector points in the $z$ direction and is around the center axis. The pitch goes along our $x$ axis, and the yaw goes around our $y$ axis. The Greek characters, in parenthesis in the preceding image, are often used to depict yaw, pitch, and roll.

In our case, the index variable $i$ is increasing and is allocated to the yaw rotation. This means that our globe will spin from left to right around the center axis. If we were to swap the position of our index so it is in the pitch location (the second array element), our globe would spin vertically:

```javascript
project.rotate([0, i, 0]);
```

Finally, we will use the same D3 update pattern and update all the paths with the new projection. Give it a shot, play around with the example, and see how the globe spins in different directions. When complete, you will see the globe rotating in your browser, as in the following screenshot:
Experiment 6 – dragging orthographic projections

For our last example, we will add the ability to drag our globe so that the user can spin it to the left or right. Open http://localhost:8080/chapter-5/example-6.html from the code samples and let’s get started:

```javascript
var dragging = function(d) {
    var c = projection.rotate();
    projection.rotate([c[0] + d3.event.dx/2, c[1], c[2]])
    world.attr('d', path);
    mexico.attr('d', path)
        .style('fill', 'lightyellow').style('stroke', 'orange');
};
```

Our first piece of new code is our dragging event handler. This function will be executed every time the user drags the mouse on the screen. The algorithm executes the following steps:

1. Store the current rotation value.
2. Update the projection’s rotation based on the amount dragged.
3. Update all the paths in the world map.
4. Update all the paths in the map of Mexico.

The second step deserves a little more explanation. Just like the d3.behavior.zoom event handler, d3.behavior.drag exposes information about the performed action. In this case, d3.event.dx and d3.event.dy indicate the distance dragged from the previous location. The c[0] + d3.event.dx/2 code tells us that we need to take the previous yaw value and add the amount of drag the user is performing. We will divide the drag amount by 2 to slow down the rotation by half; otherwise, every pixel the user drags will correlate to 1 degree of rotation:

```javascript
var drag = d3.behavior.drag()
    .on("drag", dragging);
```

Next, we will bind our dragging method to our drag event, as we saw earlier, with click, hover, and zoom:

```javascript
svg.append("rect")
    .attr("class", "overlay")
    .attr("width", width)
    .attr("height", height)
    .call(drag);
```
Finally, we need an area to bind our drag event. Using our previous technique, we will add a transparent rectangle on top of the visualization. This will allow us to very clearly detect the $x$ and $y$ positions on our SVG element.

Give it a spin! You'll notice that if you click-and-drag the world, it will spin in the corresponding yaw direction.

Summary

We covered many examples to get you started with interactivity in your D3 map visualizations. We went over the basics of event handling, explored various methods to bind events to the map, outlined the two `d3.behavior` APIs, and even dipped our toes into orthographic projections. If you wish to dig deeper into world rotations, and the math involved, check out the Jason Davies article at http://www.jasondavies.com/maps/rotate/.

After two chapters of drawing and interacting with maps, the next chapter will explain how to obtain geo data in order to create any map you want. We'll also include some techniques to optimize the datafiles for viewing the Web.
Finding and Working with Geographic Data

We have spent significant time creating and interacting with maps in our previous chapters. In all our examples, the geographic data was included. In this chapter, we will explain how to find geographic data about any country in the world.

There are typically two sets of data that we will need to create a map in D3:

- A dataset that represents the geographic shape of our map (geo data)
- Some meaningful data that we want to visualize on the map (for example, population density by US counties or unemployment rate by countries in the world)

This chapter is focused on understanding, manipulating, and optimizing geo data for map visualizations. We will accomplish these goals by:

- Explaining three important formats that contain geospatial vector data
- Finding, downloading, and working with large amounts of map data
- Using techniques to build the right geo data file for your map

**GeoData file types**

There are dozens of file formats that represent geographic information. In this section, we will focus on three file types: shapefiles, GeoJSON, and TopoJSON.
What are shapefiles and how do I get them?

Shapefiles are the most popular vector-based file format. They contain polygons and lines that represent geographic boundaries. The shapefile format was developed by the company Esri as an open standard to work with Geographic Information Systems (GIS). This vector information can also describe other geographic entities (rivers, lakes, and railroads). In addition, the file format has the ability to store data attributes that are useful when working with visualizations (for example, the name of the geographic object, the type, and some relationships). Most importantly for us, there is a large repository of free shapefiles located at http://diva-gis.org. This repository contains a tremendous wealth of data at different levels of specificity and granularity.

Unfortunately for us, shapefiles are in binary format and can be very large. This makes them very difficult, if not impossible, to use in standard web development. Thankfully, there are some tools to help us leverage the large repository of shapefiles and convert them to GeoJSON and TopoJSON. GeoJSON and TopoJSON are JavaScript-friendly, much smaller, and easier to use in our web development context. In the previous chapters, all of the geographic data was provided in TopoJSON.

Acquiring shapefiles for a specific country

Let's start with a map of Spain and go through the process of getting our first shapefile:

1. Go to http://www.diva-gis.org/gdata and select Spain from the drop-down list as shown in the following screenshot:
2. Once **Spain** is selected, you will see a large selection of geographic data to choose from (**Roads**, **Railroads**, and so on). Select the **Administrative areas** option to draw the primary boundaries of the country and regions. Click on **OK**; it will take you to the download page.

3. Once it's downloaded, you will have an **ESP_adm.zip** file containing the shapefile data for the administrative areas of Spain.

4. After unzipping the file, you will see that the files are organized into progressively increasing numbers—**ESP_adm0** to **ESP_adm4**. **ESP** represents the abbreviation of the country and each number represents the increasing amount of detail found in each data file.

   For example, **ESP_adm0** will draw just the outline of Spain, while **ESP_adm3** will include the provinces of the country.

### GeoJSON

GeoJSON is a specific JSON format for describing geographic data structures. It is important to know that GeoJSON:

- Contains all the information required to draw geographic data.
- Is a standard JSON format and can be used instantly in JavaScript when building for the Web.
- Is required by D3 when defining our **d3.geo.path** function, as seen in the previous chapters.
- Discretely defines each geographic shape. For example, if two countries share a border, the GeoJSON file will completely define both countries, therefore defining the border twice. It does not provide any mechanisms to optimize the datafile.

Because D3 relies on GeoJSON, we will explain some of the highlights of the specification. For a complete explanation please see [http://geojson.org](http://geojson.org).

Typically, you will not incorporate the GeoJSON file directly in your D3 work. **TopoJSON**, explained in the next section, offers a more compact solution. However, it is still important to understand the specification so let's walk through the GeoJSON of Spain:

```json
{
  "type": "FeatureCollection",
  "features": [
  {
    "type": "Feature",
    "properties": {
```
The first property of the JSON object identifies the GeoJSON file as a collection of features (FeatureCollection). Each member of the collection (the array in the preceding features property) holds a specially formatted JSON object called a feature. The d3.geo.path function that we used in the previous chapters knows how to convert the feature object into a polygon using an SVG path. By iterating over an array of these features and drawing each polygon one by one, we create a D3 map.
The feature object must adhere to the following properties in order for D3 to convert the object into a polygon:

- **geometry**: This is another GeoJSON specification that contains types and coordinates that indicate exactly how to draw the shape. We will not spend a lot of time explaining exactly how the specification draws the object. D3 will do all the hard work for us. Leveraging the enter/update/exit pattern, we pass a special `d3.geo.path` function to each feature. This function will take the geometry information about the feature and create the shape for us automatically.

- **properties**: This is any additional data to be attached to the feature. This is a typical name/value pair JSON object. In the preceding example, the properties attribute is leveraged to store the name of the country. This is very helpful when we need to find the country later to bind additional data to the visualization. See the following screenshot for examples of properties that can be bound to a feature object:

```javascript
// 1: Object
//  ▶ geometry: Object
//  ▶ properties: Object
//  ▶   CC_1: "02"
//  ▶   ENCTYPE_1: "Autonomous Community"
//  ▶   HASC_1: "ES.AR"
//  ▶   ID_0: 70
//  ▶   ID_1: 936
//  ▶   ISO: "ESP"
//  ▶   NAME_0: "Spain"
//  ▶   NAME_1: "Aragón"
//  ▶   NL_NAME_1: null
//  ▶   REMARKS_1: null
//  ▶   Shape_Area: 5.15083538648
//  ▶   Shape_Leng: 15.0953070773
//  ▶   TYPE_1: "Comunidad Autónoma"
//  ▶   VALIDFR_1: "1982"
//  ▶   VALIDT_1: "Present"
//  ▶   VARNNAME_1: "Aragón|Aragó|Aragón|Aragon|Aragonien"
//  ▶   __proto__ : Object
//  ▶   type: "Feature"
//  ▶   proto : Object
```

- **id**: This is a place holder that can be leveraged to store a unique identifier to the particular feature in the collection.
A quick map in D3 with only GeoJSON

For a moment, let's pretend that TopoJSON does not exist and illustrate how only GeoJSON can be used to create a map. This will help illustrate the need for TopoJSON in the next section. The following code snippet is a quick example to tie everything together; you can also open example-1.html from the chapter-6 folder (http://localhost:8080/chapter-6/example-1.html) to see the map in your browser:

```javascript
var b, s, t;
projection.scale(1).translate([0, 0]);
var b = path.bounds(data);
var s = 0.9 / Math.max((b[1][0] - b[0][0]) / width,
(b[1][1] - b[0][1]) / height);
var t = [(width - s * (b[1][0] + b[0][0])) / 2,
(height - s * (b[1][1] + b[0][1])) / 2];
projection.scale(s).translate(t);

map = svg.append('g').attr('class', 'boundary');
spain = map.selectAll('path').data(data.features);

spain.enter()
    .append('path')
    .attr('d', path);
```
As predicted, we have our map of Spain:

While using GeoJSON directly may seem like the best approach, there are some problems. Primarily, a one-to-one conversion of an ESRI shapefile to the GeoJSON format contains a lot of detail that is probably unnecessary and will create a huge GeoJSON file. The larger the file, the more time it will take to download. For example, `spain-geo.json` produced an almost 7 MB GeoJSON file.

Next, we will explore how TopoJSON can help by modifying several optimization levers while still maintaining significant details.
TopoJSON basics

TopoJSON is another JSON-based format that encodes geographic data. If you remember, GeoJSON describes geographic data discretely. This means GeoJSON borders can be described twice. The TopoJSON format removes this duplicate behavior, often creating files that are 80 percent smaller. This format is extremely helpful when building for the Web, where data transfer size plays an important role.

The term TopoJSON can be confusing. Let's break it down into its three dimensions:

- **TopoJSON, the serialized format**: The actual serialized-JSON format that describes how to draw geographic shapes.
- **topojson, the command line utility**: This is a program that a user can run to create TopoJSON files from shapefiles. The utility contains many levers to further reduce the size of the file.
- **topojson.js, the JavaScript library**: The library used in your D3 map to convert the TopoJSON-serialized format back to GeoJSON so that the `d3.geo.path` functions work correctly.

To illustrate to what extent TopoJSON can reduce the file size, let's execute the command-line utility against the shapefiles we downloaded earlier. Open the command line and execute the following in the same directory where you downloaded and unzipped the `ESP_adm.zip` file:

```bash
topojson -o spain-topo.json -p -- ESP_adm0.shp
```

This command creates a new topojson-formatted file named `spain-topo.json` and preserves all the data properties (the `-p` flag) from the `ESP_adm0` shapefile (note that the shapefile needs to come after the `--` in the command-line syntax). The `-o` parameter defines the name of the resulting topojson file.

First, let's compare file sizes with GeoJSON versus TopoJSON for the exact same geographic region:

- GeoJSON: 6.4 MB
- TopoJSON: 379 KB

This is an incredible compression rate, and we just used the defaults!

In order to incorporate TopoJSON into our map, we need to use the `topojson.js` JavaScript library and alter a few lines of code. We will start with `example-1.html`. The final version can be viewed in `example-2.html` (http://localhost:8080/chapter-6/example-2.html).

```html
<script src="http://d3js.org/topojson.v1.min.js"></script>
```
First, we add the JavaScript library as a `<script>` tag to our file. Now you know why we have been using this library all along.

```javascript
d3.json('topojson/spain-topo.json', function(data) { 
```

Next, we inject our topojson file that we just created via AJAX.

```javascript
var country = topojson.feature(data, data.objects.ESP_adm0);
```

We add an additional line of code to convert the TopoJSON format to the GeoJSON feature format.

```javascript
var b = path.bounds(country);
```

We need to remember to create our bounding box using the interpolated features.

```javascript
spain = map.selectAll('path').data(country.features);
```

Now, we use the `data join` on our new data. As expected, we will see our map of Spain. Let's show them side-by-side in the following screenshot to compare GeoJSON and TopoJSON (GeoJSON on the left and TopoJSON on the right):

---

**TopoJSON command-line tips**

The topojson command-line documentation is very complete ([https://github.com/mbostock/topojson/wiki/Command-Line-Reference](https://github.com/mbostock/topojson/wiki/Command-Line-Reference)). However, here are a couple of quick and easy tips to get you started.
Preserving specific attributes

In the GeoJSON section, we illustrated that data properties are often part of the geographic data. The topojson command gives you the ability to filter out the ones you are not interested in, as well as provide a better naming convention to the ones you do want to keep. These capabilities are in the \(-p\) flag and passed to the command. For example:

```
topojson -o spain-topo.json -p name=ISO -- ESP_adm0.shp
```

We will create the topojson file, remove all properties except ISO, and rename the ISO property to something easy to recognize—name. You can address multiple properties by commas separating the list:

```
-p target=source,target=source,target=source
```

Simplification

Mike Bostock provides an excellent tutorial on simplification and how it works at [http://bost.ocks.org/mike/simplify/](http://bost.ocks.org/mike/simplify/).

Basically, it is a way to reduce geometric complexity through line simplification algorithms. For example, if you do not need much detail in a very jagged coast of a country, you can apply line simplification algorithms to smooth out the jaggedness and significantly reduce the size of the TopoJSON file. The command-line parameter you use is \(-s\) to adjust the simplification in the TopoJSON conversion.

```
-p name=ISO -s 7e-7 -- ESP_adm0.shp
```

We typically realize that when dealing with shapefiles from DIVA-GIS, the best range is around 7e-7 to keep within the per-pixel threshold, which is less than the area of the map. At this range, the size compression is very significant and the map quality is still very acceptable for web development. Consider the following:

- **Original**: 378 KB, great detail and quality:
• Simplified at -s 7e-7: 3.6 KB and acceptable quality:
• Very Simple at \(-s 7e-5\): 568 bytes but the map is unrecognizable:

Merging files
The final tip involves merging multiple shapefiles into a single TopoJSON file. This is extremely useful if you need separate geographic information but want to fetch it in a single AJAX request. To append additional files, you add them after the \(-\) in the command line.

Consider this command:

```
topojson -o ../topojson/spain-topo-simple.json -p name=ISO -s 7e-7 - ESP_adm0.shp ESP_adm1.shp
```
It will produce the following object structure, where the data for `ESP_adm0` is the data for the country and `ESP_adm1` is the data for the regions:

```
data ▼ Object {type: "Topology", objects: Object
  △ arcs: Array[285]
  △ objects: Object
    △ ESP_adm0: Object
    △ ESP_adm1: Object
    △ __proto__: Object
  △ transform: Object
    △ type: "Topology"
    △ __proto__: Object
```

There is also the opportunity to rename the object they will map to in the resulting TopoJSON file. Again, this can help create readable code. The renaming follows the same convention as renaming specific properties. For example, type in this command:

```
topojson -o ../topojson/spain-topo-simple.json -p name=ISO -s 7e-7 - - country=ESP_adm0.shp regions=ESP_adm1.shp
```

The preceding command will create the following:

```
 △ Object {type: "Topology", objects: Object
  △ arcs: Array[285]
  △ country: Object
  △ regions: Object
  △ __proto__: Object
  △ transform: Object
    △ type: "Topology"
    △ __proto__: Object
```

In this case, you would change your original code, which is as follows:

```
var country = topojson.feature(data, data.objects.ESP_adm0);
```

You have to change it to the following code:

```
var country = topojson.feature(data, data.objects.country);
```

This is much nicer to look at! Please look at example-3.html (http://localhost:8080/chapter-6/example-3.html) to see how all of this information can be tied together.
Summary

At this point, you should feel confident that you can find and modify datasets to your needs. We've covered common locations from where you can acquire data and we've touched on the different types of flags topojson offers. With these skills, it is up to you to make sure your data is trimmed and is acquired to your visualization needs. This closes the circle of developing maps with D3. In the next chapter, we will refine your craft by focusing on testing your visualizations.
In this chapter, we will cover several topics that will assist you in the long-term maintenance of your D3 code base. The goal is to create a foundation to build reusable assets that can be easily unit tested while leveraging popular tools and techniques already established in the JavaScript community.

Unit testing is important in any software development project, especially in a D3 code base. Typically, these projects involve a lot of code that applies analytics or manipulates data structures. For these types of problems, unit testing can help in the following ways:

- **Reduce bugs**: An automated test suite will allow the developer to break down and test individual components. These tests will be run constantly throughout the development cycle, validating that future features do not break older working code.

- **Document accurately**: Often, tests are written in a human-readable way; this precisely describes the problem they are testing against. An example of the code provides much better documentation than a long paragraph.

- **Allow refactoring**: The developer can change code semantics and design with confidence, knowing that the inputs and outputs are still tracked and validated.

- **Make development faster**: Most developers spend time validating their work as they write. We've seen developers tirelessly refresh browsers, check console logs, and inspect DOM elements as they go. Instead of performing these manual actions over and over again, simply wrap them up in a framework that does the work for you.
This chapter will explore a project bootstrap that we like to use when starting a new visualization development. The concepts covered in the start project include:

- Project structure
- Code organization and reusable assets
- Unit testing
- A resilient code base

**Code organization and reusable assets**

The foundation of our way of writing reusable and testable D3 code is from Mike Bostock's blog article, *Towards Reusable Charts*, at [http://bost.ocks.org/mike/chart/](http://bost.ocks.org/mike/chart/). It is actually a great idea to read this article before continuing, as we can take some of our career experiences and extend these concepts a little further. The project structure is organized to achieve several goals.

**Project structure**

The bootstrap project contains the following files and directories:

```
  factories
  index.html
  karma.conf.js
  main.css
  package.json
  README.md
  scripts
  spec
  vendor
```

The project works out-of-the-box with example code already in place. To see this in action, we will launch the example. From the example bootstrap code provided, first, install all the dependencies (note that you only have to execute this command once):

```
  npm install
```

Then, to see the visualization, execute this:

```
  node node_modules/http-server/bin/http-server
```
Next, open the browser to http://localhost:8080. You should see three bars changing based on random data in a series of tests. Note that if you have the previous examples already open, you will have to kill that process in order to run this one, as both of them use the same port.

To see the unit tests working, just execute this:

```bash
node_modules/karma/bin/karma start
```

You should see a summary of five unit tests running in the terminal and a continuing running process monitoring your project:

```
INFO [karma]: Karma v0.12.21 server started at http://localhost:9876/
INFO [launcher]: Starting browser Chrome
INFO [Chrome 37.0.2062 (Mac OS X 10.9.5)]: Connected on socket goMqmrnZkxyz9nlpQHem with id 16699326
Chrome 37.0.2062 (Mac OS X 10.9.5): Executed 5 of 5 SUCCESS
(0.018 secs / 0.013 secs)
```

We will explain how to write unit tests for the project later in this chapter. For a quick peek at what tests are running, look at `spec/viz_spec.js`.

If you change any of the methods in this file, you will notice that the test runner will detect that a change has been made in the code and re-execute the tests! This provides a fantastic feedback loop to the developer as you continue to enhance your work.

### Exploring the code directory

In this section, we will cover each file in detail and explain its importance in the overall package:

- **index.html**: This file is the starting point of the visualization and will launch automatically when you point your browser to http://localhost:8080. You will notice that the file contains many of the points already covered in the book in terms of loading up the proper assets. As we walk through `index.html`, we will identify the other directories and files used in the project.
- **main.css**: The `main.css` file is used to apply specific CSS styling to your visualization:
  ```html
  <link rel="stylesheet" type="text/css" href="main.css">
  ```
• **vendor:** This directory contains all the external libraries that we need to use in the visualization and is loaded at the bottom of the `index.html` file:

```html
<script src="vendor/d3.min.js"></script>
<script src="vendor/topojson.v1.min.js"></script>
```

We like to keep these to a minimum so that we have as few dependencies to the outside world as possible. In this case, we are only using the core D3 library and topojson to help us with the GeoJSON encoding.

• **scripts:** This is another directory; there are some new additions to the files we are loading in order to create the visualization:

```html
<!-- A base function for setting up the SVG and container -->
<script src="scripts/base.js"></script>

<!-- The main visualization code -->
<script src="scripts/viz.js"></script>
```

The `base.js` script contains some common D3 patterns that are reused in many examples (such as containing the visualization in a chart area `<g>` with a predefined margin object, common methods to calculate height and width based on this margin object, and a handy utility to find the existing container and binding data). The `base.js` script is also an excellent location to keep reusable code.

The `viz.js` script is an example that leverages many of the concepts in Towards Reusable Charts with some inheritance gained from `base.js`. The `viz.js` script is the workhorse of the project and where most of the visualization code will reside.

• **factories:** This too is the directory. In order to show our work in the browser, we need a script to generate some data, select the element in the DOM, and initiate the visualization call. These scripts are organized in the `factories` directory. An example of this can be viewed in the `viz_factory.js` file:

```html
<!-- The script acts as a proxy to call the visualization and draw it with sample data -->
<script src="factories/viz_factory.js"></script>
```

• **spec:** The tests you write to validate the methods in the visualization code go here. A detailed example will be provided later in this chapter.
Other administrative files

Two additional files that assist with the operation of the bootstrap project are as follows; these files rarely require any modification:

- `karma.conf.js`: This is used to set up the unit test runs
- `package.json`: This describes which npm packages to install

Writing testable code

There are dozens of factors to consider when creating visualizations. Every design will have its own set of unique requirements and configuration capabilities to consider. If you build on the reusable pattern outlined by Mike Bostock, you will have a great framework to start with.

When working with data visualizations, we will have some form of data manipulation or logic that must be applied to incoming data. There are two notable best practices we can leverage to test and validate these operations. They are explained in the following sections.

Keeping methods/functions small

Small functions mean low cyclomatic complexity. This means there are fewer logic branches in each function and, therefore, fewer things to test. If we test each simple function thoroughly and independently, then there will be fewer chances of things going wrong when we compose them together into larger complex computations. A good guideline is to try and keep methods around 10 lines of code.

Preventing side effects

This basically means that each small function should not save some state outside itself. Try to limit the use of global variables as much as possible and think of each function as:

1. Data arrives
2. Perform some operation on the data
3. Return results

This way we can easily test each function independently, without worrying about the effect it has on the global state of the program.
An example with viz.js

To see this in practice, let's take a look at the scripts/viz.js program as a template for creating testable code for the data-manipulation functions in the visualization. For this example, we will create a set of simple bars that are based on the profit of an arbitrary dataset. We are given the sales and cost in the data; however, we need to determine the profit for the visualization by subtracting the sales from the cost. In this contrived example, we need a few small helper functions, which are as follows:

- A function to take the original dataset and return a new dataset with the profit calculated
- A function to retrieve an array of unique categories to apply to an ordinal scale
- A function to determine the maximum profit value in order to build the upper bound of our input domain

If we create these functions with the best practices outlined earlier and expose them externally, we can test them in isolation and independently.

Let's take a tour of the script to see how it all works together:

```javascript
if (d3.charts === null || typeof(d3.charts) !== 'object')
{
  d3.charts = {}; 
}
```

Here, we will define the namespace for the chart. In this example, our chart can be instantiated with `d3.charts.viz`. If the `d3` object with property charts does not exist or if it is not of the type object, create it, using classical functional inheritance to leverage common patterns from a base function:

```javascript
d3.charts.viz = function () {
  // Functional inheritance of common areas
  var my = d3.ext.base();
}
```

A handy function (see `base.js`) to quickly assign getters/setters to the closure following the pattern in Towards Reusable Charts is as follows:

```javascript
// Define getter/setter style accessors..
// defaults assigned
my.accessor('example', true);
```

We use the `svg` variable at this level of scope to maintain state when quickly appending selectors. The `void 0` is a safer way to initialize the variable as undefined:

```javascript
// Data for Global Scope
var svg = void 0,
    chart = void 0;
```
Define the D3 instance functions that will be used throughout the visualization:

```javascript
// Declare D3 functions, also in instance scope
var x = d3.scale.linear(),
y = d3.scale.ordinal();
```

The following function represents the main interface to the outside world. There is also a set of setup functions commonly seen in D3 visualizations. The SVG container is set up in a way that can easily look for existing SVG containers in the selector and rebind the data. This makes it much easier to redraw when making subsequent calls with new data:

```javascript
my.draw = function(selection) {
  selection.each(function(data) {
    // code in base/scripts.js
    // reusable way of dealing with margins
    svg = my.setupSVG(this);
    chart = my.setupChart(svg);

    // Create the visualization
    my.chart(data);
  });
};
```

```javascript
// main method for drawing the viz
my.chart = function(data) {
  var chartData = my.profit(data);

  x.domain([0, my.profitMax(chartData)]
    .range([0, my.w()]));
  y.domain(my.categories(chartData)
    .rangeRoundBands([0, my.h()], 0.2);)

  var boxes = chart.selectAll('.box').data(chartData);

  // Enter
  boxes.enter().append('rect')
    .attr('class', 'box')
    .attr('fill', 'steelblue');

  // Update
  boxes.transition().duration(1000)
    .attr('x', 0)
    .attr('y', function(d) { return y(d.category) })
    .attr('width', function(d) { return x(d.profit) });
```
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.attr('height', y.rangeBand())

// Exit
boxes.exit().remove();
}

Notice that the chart function relies on several helper functions (shown in the following lines of code) to work with the data. It is also written in such a way that we can take advantage of the enter/update/exit pattern:

// Example function to create profit.
my.profit = function(data) {
  return data.map(function(d) {
    d.profit = parseFloat(d.sales) - parseFloat(d.cost);
    return d;
  });
};

This function is used to create a new data structure that has profit assigned. Note that it takes one data array in as a parameter and returns a newly constructed array with the profit attribute added. This function is now exposed externally with viz(). profit(data) and can be easily tested. It does not change any of the outside global variables. It is just data in and new data out.

my.categories = function(data) {
  return data.map(function(d) {
    return d.category;
  });
};

This is the exact same pattern as my.profit(data). We will take the data structure in as input and return a new data structure, that is, an array of all the categories. In the preceding lines of code, you saw that this is leveraged to create the input domain.

my.profitMax = function(data) {
  return d3.max(data, function(d) { return d.profit; });
};

Once again, a simple function to take data in, compute the max, and return that maximum value. It is very easy to test and verify with d3.charts.viz(). profitMax(data).

return my;
}
Unit testing

Now that we have a code base written in a testable way, let's automate those tests so that we do not have to perform them manually and can continue to code and refactor with ease.

If you look at the `spec/viz_spec.js` file, you will note some common patterns when unit testing. The following code is written with a JavaScript unit-testing framework called Jasmine and leverages Karma to execute the tests. You can learn more about the Jasmine syntax, assertions, and other features at [http://jasmine.github.io/1.3/introduction.html](http://jasmine.github.io/1.3/introduction.html).

The bootstrap project has everything you need to start testing quickly.

The first step is to start our Karma test runner with this line of code:

```javascript
node_modules/karma/bin/karma start
```

This runner will watch every edit of the `viz.js` file or the `viz_spec.js` file. If any changes are detected, it will automatically rerun every test suite and provide output on the console. If all the tests pass, then the output will be all green. If something fails, you will receive a red warning message:

```javascript
'use strict';

describe('Visualization: Stacked', function () {
    var viz;

    var data = [
        {"category": "gold", "cost": "10", "sales": "60"},
        {"category": "white", "cost": "20", "sales": "30"},
        {"category": "black", "cost": "100", "sales": "140"}
    ];

    Create some test data to test your D3 data-manipulation functions. The preceding describe syntax defines the test harness you are about to execute:

    beforeEach(function () {
        viz = d3.charts.viz()
            .height(600)
            .width(900)
            .margin({top: 10, right: 10, bottom: 10, left: 10});
    });
```
Before every test run, create a new instance of the D3 visualization with some
default setters:

```javascript
it('sets the profit', function() {
  var profits = viz.profit(data);
  expect(profits.length).toBe(3);
  expect(profits[0].profit).toBe(50)
});
```

This is our first test case! In this test, we asserted that we are getting a new array
from our test data, but with an additional profit attribute. Remember that we created
the function to have no side effects and to be a small unit of work. We will the fruits
of our labor with this easy-to-test method. Just as we did earlier, we will test the list
of categories now:

```javascript
it('returns a list of all categories', function() {
  var categories = viz.categories(data);
  expect(categories.length).toBe(3);
  expect(categories).toEqual([ 'gold', 'white', 'black' ]);}
});
```

And calculate the max profit as follows:

```javascript
it('calculates the profit max', function() {
  var profits = viz.profit(data);
  expect(viz.profitMax(profits)).toEqual(50);
});
```

The following are additional example tests to validate that the height/width, bearing
in mind the margins, is working properly from our base.js function:

```javascript
it('calculates the height of the chart box', function() {
  expect(viz.h()).toBe(580);
  viz.height(700); // change the height
  viz.margin({top: 20, right: 10, bottom: 10, left: 10})
  expect(viz.h()).toBe(670);
});
```

```javascript
it('calculates the width of the chart box', function() {
  expect(viz.w()).toBe(880);
  viz.height(700); // change the height
  viz.margin({top: 10, right: 10, bottom: 10, left: 20})
  expect(viz.w()).toBe(870);
});
```

As an experiment, try adding new test cases or editing the existing one. Watch the
test runner report different results.
Creating resilient visualization code

We want to make sure that our visualization can react to changing data, with minimal effort from the program that calls our code. One way to test different permutations of data and ensure that the visualization reacts accordingly is to randomly create example data, call the visualization code a number of times, and witness the result. These operations are handled in the factories directory.

Let's take a look at the viz_factory.js file as an example:

```javascript
(function() {
  var viz = d3.charts.viz();

  Create a variable to store our function with getters and setters as closures. In this example, we will use an anonymous function as a wrapper to execute the code. This prevents conflicts with other JavaScript code and ensures that our visualization will work properly in a protected context:

  var rand = function() {
    return Math.floor((Math.random() * 10) + 1)
  };

  A simple helper function that generates a random number between 1 and 10 is as follows:

  var data = function() {
    return [1,2,3].map(function(d,i) {
      var cost = rand();
      var sales = rand();

      return {
        category: 'category-'+i,
        cost: cost,
        sales: cost + sales
      };
    });
  };

  Generate a fake dataset based on random numbers:

  d3.select("#chart").datum(data()).call(viz.draw);

  Draw the visualization for the first time using these lines of code:

  var id = setInterval(function() {
    var d = data();
    console.log('data:', d);
    d3.select("#chart").datum(d).call(viz.draw);
  });
```
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}, 2000);
setTimeout(function() {
    clearInterval(id);
}, 10000);

Set a timer for 10 seconds and bind new data to the visualization on iteration. The expected behavior is that the visualization will redraw itself on each call. Notice how simple it is to pass new data to the visualization. It is a simple selector with a new dataset. We have constructed the reusable visualization code in such a way that it knows how to react appropriately.

To see the results in action, simply launch http-server as follows:

node_modules/http-server/bin/http-server

Now, visit http://localhost:8080.

Adding a new test case

What happens if we change the number of datasets in the array? To test this, let's add a new helper function (called set()) to randomly generate a new set of data with a random number of elements between 1 and 10:

```javascript
var set = function() {
    var k = rand();
    var d = [];
    for (var i = 1; i < k; i++) {
        d.push[i];
    }
    return d;
};
```

Modify the data function slightly. We will print to the console to validate that it is working properly:

```javascript
var data = function() {
    var d = set();
    console.log('d', d);
    return d.map(function(d,i) {
        var cost = rand();
        var sales = rand();

        return {
            category: 'category-'+i,
```
cost: cost,
sales: cost + sales
});
});
};

Now, if we look at http://localhost:8080 again, we can see that the visualization is working properly even with a random amount of data.

**Summary**

In this chapter, we described the techniques to help test your D3 code base and to keep it healthy over the lifespan of your project. We also went step-by-step through a bootstrap project to help you get started with these examples, and we took a look at a methodology for structuring your work.

Our recommendations are based on many years of experience and many projects delivered using D3. We strongly recommend that you follow good software patterns and focus on tests; this will allow you to perfect your craft. Quality is in your hands now. With this, we say goodbye, and thank you for reading!
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